|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial  (para Delphi)** | **[Actualizar](http://www.marcocantu.com/EPascal/Spanish/default.htm) Introducción** |

1 de octubre de 1999: este libro (versión inglesa) viene incluido en el CD que acompaña a Delphi 5.   
Código fuente disponible aquí. Se añadieron los ejemplos.
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Portada del libro. El dios Apolo adorado en Delphi,   
en un fresco italiano del siglo XVII.

Las primeras ediciones de *Mastering Delphi* (en español: Delphi 4), el libro que más se ha vendido de los que he escrito sobre Delphi, proveía una introducción al lenguaje Pascal en Delphi. Debido a restricciones de espacio y porque muchos programadores en Delphi buscan información más avanzada, en la penúltima edición del libro (*Mastering Delphi 4*) se omitió este material completamente. Para superar esta carencia, he comenzado a componer este libro *en línea*, llamado

***Pascal Esencial***.

Este es un libro detallado sobre Pascal, que por el momento estará disponible gratis en mi sitio en la Red (realmente no sé qué pasará después ... puede que incluso encuentre un editor). Este es un trabajo en desarrollo, y cualquier respuesta del lector es bienvenida. La primera versión completa de este libro, de julio de 1999, fue publicada en el CD que acompaña a Delphi 5.

**Copyright (derechos de autor)**

El texto y el código fuente de este libro son propiedad intelectual de Marco Cantù. Por supuesto, puede usted utilizar los programas y adaptarlos a sus propias necesidades, sólo que no se le permite usarlos en libros, material de enseñanza ni otros formatos sujetos a derechos de autor. Puede usted situar un enlace a este sitio desde su página en la Red, pero, por favor, no duplique el material, ya que está sujeto a frecuentes cambios y actualizaciones.

**La estructura del libro**

Sigue la actual estructura del libro:

* [**Capítulo 1: Historia de Pascal**](http://www.marcocantu.com/epascal/Spanish/ch01hist.htm)
* [**Capítulo 2: Codificación en Pascal**](http://www.marcocantu.com/epascal/Spanish/ch02code.htm)
* [**Capítulo 3: Tipos, Variables y Constantes**](http://www.marcocantu.com/epascal/Spanish/ch03data.htm)
* [**Capítulo 4: Tipos de Datos Definidos por el Usuario**](http://www.marcocantu.com/epascal/Spanish/ch04udt.htm)
* [**Capítulo 5: Instrucciones**](http://www.marcocantu.com/epascal/Spanish/ch05stat.htm)
* [**Capítulo 6: Procedimientos y Funciones**](http://www.marcocantu.com/epascal/Spanish/ch06proc.htm)
* [**Capítulo 7: Manejo de Cadenas**](http://www.marcocantu.com/epascal/Spanish/ch07str.htm) (de Caracteres)
* [**Capítulo 8: Memoria**](http://www.marcocantu.com/epascal/Spanish/ch08mem.htm) (actualm. sólo cubre vectores dinámicos)
* [**Capítulo 9: Programación Windows**](http://www.marcocantu.com/epascal/Spanish/ch09win.htm)
* [**Capítulo 10: Variantes**](http://www.marcocantu.com/epascal/Spanish/ch10var.htm)
* [**Capítulo 11: Programas y Unidades**](http://www.marcocantu.com/epascal/Spanish/ch11unit.htm)
* [**Apéndice A: Glosario de Términos**](http://www.marcocantu.com/epascal/Spanish/glossary.htm)
* [**Apéndice B: Traducciones de *Essential Pascal***](http://www.marcocantu.com/epascal/Spanish/transla.htm)
* [**Apéndice C: Ejemplos**](http://www.marcocantu.com/epascal/Spanish/examples.htm)
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Está disponible el código fuente de todos los ejemplos mencionados en el libro. Está sujeto al mismo Copyright que el libro: puede usted usarlo libremente, pero no publicarlo en otros documentos o sitio en la Red. Son bienvenidos enlaces a estas páginas.

Descargue el código fuente en un único archivo zip, [**EPasCode.zip**](http://www.marcocantu.com/epascal/EPasCode.zip) (sólo 26 kB), y compruebe la [**lista de ejemplos**](http://www.marcocantu.com/epascal/Spanish/examples.htm).

**Respuesta de los usuarios**

Por favor, hágamelo saber si encuentra cualquier error, o si hay algún aspecto que no esté lo bastante claro para un principiante. Podré dedicar tiempo al proyecto dependiendo de la respuesta que obtenga. Así que, si el proyecto le parece interesante y quiere verlo terminado, comuníquemelo. Hágame saber también qué otros asuntos (no cubiertos por *Mastering Delphi 4* [N. del T.: publicado en español como *Delphi 4*, por Anaya]) quisiera usted ver en este sitio. Suscríbase al grupo de noticias mencionado en mi sitio en la Red, y busque en él la sección de libros. Si tiene alguna petición concreta, escríbame **en inglés** a [**email**](http://www.marcocantu.com/home/mail.htm), escribiendo ***Essential Pascal*** en la línea de "asunto" y su solicitud o comentario en el "texto".

**Reconocimientos**

Si publico un libro en la Red gratis, es especialmente debido a la experiencia de Bruce Eckel con *Thinking in Java*. Soy amigo de Bruce y creo que hizo un trabajo realmente magnífico con este y otros libros.

Al mencionar el proyecto a la gente de Borland, también recibí una gran respuesta. Y, por supuesto, debo agradecer a la compañía el haber hecho la primera serie de compiladores de Turbo Pascal y ahora la serie Delphi de IDEs (entornos integrados de programación).

Estoy empezando a recibir respuestas de gran valor. Los primeros lectores que me ayudaron a mejorar este material bastante son Charles Wood y Wyatt Wong. Mark Greenhaw me ayudó con la edición del texto. Rafael Barranco-Droege ofreció muchas correcciones técnicas y lingüísticas. Gracias.

**Traducciones**

*Essential Pascal* está siendo traducido a unos cuantos idiomas, entre ellos el japonés, holandés, francés, turco y español. Las versiones traducidas estarán disponibles gratis en la Red y habrá enlaces a ellas desde mi sitio en la Red. Si está usted interesado en traducir *Essential Pascal* o busca una versión traducida, consulte la página de [**Traducciones**](http://www.marcocantu.com/epascal/Spanish/transla.htm).

**El autor**

Marco Cantù vive en Piacenza, Italia. Después de escribir libros y artículos sobre C++ y Object Windows Library, se dedicó a la programación en Delphi. Es el autor de la serie de libros *Mastering Delphi* publicada por Sybex [N. del T. : Cuarta edición publicada en castellano bajo el título *Delphi 4*, por Anaya], como también del *Delphi Developers Handbook*, para programadores avanzados. Escribe artículos para muchas revistas, incluida *The Delphi Magazine*, da conferencias sobre Delphi y Borland en todo el mundo, e imparte clases de Delphi de niveles básico y avanzado.

Puede encontrar más detalles sobre Marco y su trabajo en su sitio en la Red, [**www.marcocantu.com**](http://www.marcocantu.com/).
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El lenguaje de programación Object Pascal que usamos en Delphi no fue inventado en 1995 con el entorno visual de desarrollo de Borland. Simplemente, era una extensión de Object Pascal, que ya se estaba usando en los productos Pascal de Borland. Pero Borland no inventó Pascal, sólo ayudó a hacerlo popular y lo extendió un poco ...

Este capítulo contiene alguna información histórica de fondo sobre el lenguaje Pascal y su evolución. Por el momento sólo contiene resúmenes muy cortos.

**El Pascal de Wirth**

El lenguaje Pascal fue diseñado originalmente EN 1971 por Niklaus Wirth, profesor en el Politécnico de Zúrich, Suiza. Fue concebido como versión simplificada con fines educativos el lenguaje Algol, que data de 1960.

Cuando Pascal fue diseñado, ya existían muchos lenguajes de programación, pero pocos eran de uso generalizado : FORTRAN, C, ensamblador, COBOL. La idea clave del nuevo lenguaje fue el orden, administrado mediante un concepto sólido de tipo de dato, y requiriendo declaraciones de tipo y controles de programa estructurados. El lenguaje fue diseñado también para ser un instrumento de enseñanza a estudiantes que aprendían a programar.

**Turbo Pascal**

El compilador de Pascal de Borland, famoso en todo el mundo, fue presentado en 1985. El compilador Turbo Pascal ha sido una de las series de compiladores que mejor se han vendido de todos los tiempos, e hizo de Pascal un lenguaje especialmente importante en la plataforma PC, gracias a su equilibrio entre simplicidad y potencia.

Turbo Pascal introdujo un entorno integrado de programación (IDE) en que se podía editar el código (en un editor compatible con WordStar), ejecutar el compilador, ver los errores, y volver directamente a las líneas que contenían los errores. Ahora suena trivial, pero antes de eso había que salir del editor, volver a MS-DOS, ejecutar el compilador de línea de comandos, anotar las líneas erróneas, abrir de nuevo el editor y buscarlas.

Además, Borland puso a la venta Turbo Pascal por 49 dólares (USA), mientras que el compilador de Pascal de Microsoft estaba a unos cuantos cientos de dólares. Los muchos años de éxito de Turbo Pascal contribuyeron a que Microsoft finalmente retirase su compilador del mercado.

**El Pascal de Delphi**

Tras 9 versiones de compiladores de Turbo Pascal y Borland Pascal, que fueron extendiendo el lenguaje gradualmente, Borland puso a la venta Delphi en 1995, convirtiendo Pascal en un lenguaje de programación visual.

Delphi extiende el lenguaje Pascal de muchas formas, incluyendo muchas extensiones orientadas a objetos que son distintas de otras versiones de Object Pascal, incluidas las del compilador *Borland Pascal with Objects*.

**Capítulo siguiente:** [**Codificación en Pascal**](http://www.marcocantu.com/epascal/Spanish/ch02code.htm)
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Antes de proseguir con cómo escribir instrucciones en Pascal, es importante resaltar algunos de elementos del estilo de código de Pascal. La cuestión de la que hablo es la siguiente: aparte de las reglas sintácticas, ¿cómo hay que escribir el código? No hay una respuesta única a esta pregunta, ya que el gusto personal puede dictar distintos estilos. De cualquier manera, hay algunos principios que necesitará saber en relación a comentarios, letras mayúsculas, espacios en blanco y la llamada impresión bonita (pretty-printing). En general, la finalidad de cualquier estilo de codificación es la claridad. Las decisiones que usted toma sobre el estilo y el formato son una especie de taquigrafía que indica la finalidad de una porción de código dada. Una herramienta esencial para la claridad es la coherencia -- sea cual sea el estilo que utilice, asegúrese de seguirlo en todo el proyecto.

**Comentarios**

En Pascal, los comentarios se encierran bien entre llaves o paréntesis acompañados por un asterisco. Delphi también entiende los comentarios de estilo C++, que se extienden hasta el final de la línea :

{este es un comentario}

(\* este es otro comentario \*)

// este es un comentario hasta el final de la línea

La primera forma es más breve, y es más común. La segunda forma a menudo se prefiere en Europa, porque muchos teclados europeos carecen del símbolo de llaves. La tercera se tomó prestada de C++, y está disponible sólo en las versiones de Delphi de 32-bits. Los comentarios hasta el final de la línea son muy útiles para comentarios cortos o para evitar que se ejecute una línea (temporalmente).

En los listados de este libro, intentaré marcar los comentarios como cursiva (y palabras clave en negrita), para ser coherente con el resaltado sintáctico por defecto de Delphi.

Que haya tres tipos diferentes de comentarios, puede ser útil para hacer comentarios anidados. Pero si desea evitar que se ejecuten varias líneas de código fuente, y estas líneas contienen algunos comentarios auténticos, no podrá usar el mismo identificador de comentario :

{  ... código

{comentario, que producirá problemas en la ejecución}

... código }

Con un segundo identificador, puede escribir el siguiente código, que es correcto :

{  ... código

//este comentario va bien

... código }

Nótese que si la llave abierta o la cadena paréntesis-asterisco va seguida del signo dólar ($), se convierte en una directiva de compilador, como en {$X+}.

De hecho, directivas de compilador también son comentarios. Por ejemplo, {$X+ Esto es un comentario} es válido. Es a la vez una directiva y un comentario, aunque programadores en su sano juicio probablemente tiendan a separa comentarios y directivas.

**Uso de las mayúsculas**

El compilador de Pascal (contrariamente a los compiladores de otros lenguajes) no distingue entre mayúsculas y minúsculas. Por tanto, interpreta Minombre, MiNombre, minombre, miNombre y MINOMBRE como exactamente equivalentes. En general, esto es bueno, ya que en otros lenguajes se producen muchos errores por grafía de mayúsculas incorrecta.

Nota: sólo hay una excepción a la equivalencia entre mayúsculas y minúsculas en Pascal: el procedimiento *Register* de un paquete de componentes debe comenzar con una *R* mayúscula, por compatibilidad con C++Builder.

Sin embargo, esto conlleva algunas desventajas sutiles. En primer lugar, usted debe ser consciente de que las dos formas de una letra son equivalentes, y no utilizarlas para referirse a elementos distintos. En segundo lugar, debería intentar ser coherente en el uso de mayúsculas y minúsculas, para hacer el código más legible.

Un uso de mayúsculas y minúsculas no es reforzado por el compilador, pero es un buen hábito que se debe adquirir. Una costumbre extendida es poner en mayúsculas sólo la primera letra de los identificadores. Cuando un identificador está formado por varias palabras seguidas (no puede insertar un espacio en un identificador), deberá poner en mayúsculas la primera letra de cada palabra :

MiIdentificadorLargo

MiIdentificadorMuyLargoYCasiEstúpido

Otros elementos que el compilador ignorará completamente son los espacios, las líneas nuevas y los espacios de tabulador. A estos elementos se les llama "espacio en blanco" (*white space*). Un espacio en blanco sólo sirve para hacer el código más legible. No afecta a la compilación.

Al contrario que BASIC, Pascal le deja escribir una instrucción en varias líneas de código, extendiendo una instrucción larga en dos o más líneas. La desventaja (al menos para muchos programadores en BASIC) de permitir esto es que debe acordarse de añadir un punto y coma al final de cada instrucción, o, más exactamente, acordarse de separar las instrucciones entre sí. Dése cuenta de que la única restricción a romper una instrucción es que una cadena de texto debe permanecer en una sola línea.

Tampoco aquí hay reglas fijas para el uso de espacios e instrucciones de varias líneas; sólo algunas reglas básicas :

* El editor Delphi tiene una línea vertical que usted puede situar tras 60 ó 70 caracteres. Si usa esta línea e intenta evitar superar su límite, su código fuente tendrá mejor aspecto cuando sea impreso en papel. Si no, las líneas largas se romperán en cualquier punto, includo a mitad de una palabra, al imprimirlas.
* Cuando una función o procedimiento tiene varios parámetros, es costumbre escribir los parámetros en diferentes líneas.
* Puede dejar una línea vacía antes de un comentario o dividir una porción de código en partes más pequeñas con líneas en blanco. Incluso esta simple idea puede mejorar la legibilidad del código, tanto en la pantalla como cuando lo imprima.
* Use espacios para separar los parámetros de una llamada a una función, y aun un espacio antes del paréntesis inicial. Separe también operandos en una expresión. Sé que algunos programadores estarán en desacuerdo con estas ideas, pero yo insisto: los espacios son libres; no se paga por ellos. (De acuerdo, sé que ocupan espacio en el disco y tiempo de conexión por módem cuando eleva o descarga un archivo a/de la Red, pero esto es cada día menos importante, hoy en día.)

**"Impresión bonita"**

La última sugerencia sobre el uso de espacios en blanco se refiere al típico estilo de formato en Pascal, llamado "impresión bonita" (pretty-printing). Esta regla es simple: cada vez que necesite escribir una instrucción compuesta, haga una sangría de dos espacios a la derecha del resto de dicha instrucción. Una instrucción compuesta dentro de otra instrucción compuesta llevará una sangría de cuatro espacios, y así sucesivamente :

**if** ... **then**

  instrucción;

**if** ... **then**

**begin**

  instrucción1;

  instrucción2;

**end**;

**if** ... **then**

**begin**

**if** ... **then**

    instrucción1;

  instrucción2;

**end**;

El formato que se muestra arriba está basado en "impresión bonita", pero los programadores hacen distintas interpretaciones de esta regla general. Algunos sangran las instrucciones begin y end hasta el nivel del código interno; otros sangran estas instrucciones respecto al if ... then y sangran aún más el código interno; también hay programadores que sitúan la instrucción begin en la misma línea de la instrucción if ... then. Esto suele ser cuestión de gusto.

Un formato de sangría similar se usa a menudo para listas de variables o tipos de datos, y para continuar una instrucción que viene de la línea anterior :

**type**

  Letters = **set of** Char;

**var**

  Name: string;

**begin**

*{ comentario largo e instrucción larga, que sigue en la*

*línea siguiente y está sangrada dos espacios }*

   MessageDlg (*'Esto es un mensaje'*,

     mtInformation, [mbOk], 0);

Por supuesto, cualquier convención de este tipo es sólo una sugerencia para hacer el código más legible a otros programadores, y es totalmente ignorado por el compilador. He intentado utilizar esta regla de forma coherente en todas las muestras y fragmentos de código en este libro. El código fuente Delphi, los manuales y los ejemplos de ayuda (Help) usar un estilo de formato similar.

**Resaltado sintáctico**

Para hacer más fácil el leer y escribir código Pascal, el editor Delphi tiene una cualidad llamada *resaltado sintáctico*. Dependiendo de la función en Pascal de las palabras que usted introduce a través del editor, son representadas con distintos colores. Por defecto, las palabras clave están en letra negrita; cadenas de texto y comentarios están en color (y a menudo en cursiva), etcétera.

Las palabras reservadas, los comentarios y las cadenas de texto son, probablemente, los elementos que más se benefician de esta cualidad. De un vistazo puede usted localizar un error ortográfico, una cadena no terminada correctamente y determinar la longitud de un comentario de varias líneas.

Puede personalizar el resaltado sintáctico utilizando la página Editor Colors del cuadro de diálogo Environment Options (opciones del entorno) (v. figura 2.1). Si trabaja solo, elija los colores que prefiera. Si colabora estrechamente con otros programadores, deberían ponerse de acuerdo en un esquema de color común. Encuentro realmente difícil trabajar en una computadora con un esquema sintáctico de colores distinto al que estoy acostumbrado.

***Figura 2.1: El cuadro de diálogo desde el que se establece el resaltado sintáctico de color.***
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Nota: En este libro he intentado aplicar un tipo de resaltado a los listados de código fuente. Espero que esto los haga más legibles.

**Uso de Plantillas de Código**

Delphi 3 introdujo una nueva cualidad, relacionada con la edición de código fuente. Como al escribir instrucciones en Pascal a menudo se repite la misma secuencia de palabras clave, Borland ha aportado una nueva cualidad llamada Plantillas de Código (Code Templates). Una Plantilla de Código es simplemente una porción de código relacionada con una abreviatura. Usted escribe la abreviatura, pulsa Ctrl+J, y la porción de código correspondiente aparece completa. Por ejemplo, si usted escribe arrayd y pulsa Ctrl+J, el editor de Delphi expandirá esta abreviatura a :

**array** [0..] **of** ;

Como las plantillas predefinidas suelen incluir varias versiones de la misma construcción, la abreviatura suele terminar en una letra que indica de cuál de las versiones se trata. En cualquier caso, también puede escribir sólo las primeras letras de la abreviatura. Por ejemplo, si escribe ar y pulsa Ctrl+J, el editor mostrará un menú local con una lista de las opciones disponibles con una descripción breve, como se ve en la figura 2.2.

***Figure 2.2: Selección de Plantillas de Código (Code Templates)***

![C:\Users\juan xcarlos\Desktop\flash cell\INF-120 'SF'\libro de programacion1\ch02code_files\epf0202.gif](data:image/gif;base64,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)

Puede usted personalizar totalmente las plantillas, modificando las existentes, o añadiendo las porciones de código que más use. Si hace esto, dése cuenta de que el texto de una plantilla de código normalmente include el carácter '|' , para indicar a dónde debe saltar el cursor tras la operación, esto es, dónde comenzará usted a escribir para completar el código deseado.

**Instrucciones de lenguaje**

Una vez que haya definido algunos identificadores, puede utilizarlos en instrucciones y en las expresiones que son parte de algunas instrucciones. Pascal ofrece varias instrucciones y expresiones. Ante todo, echemos un vistazo a las palabras clave, las expresiones y los operadores.

**Palabras clave**

Se llama palabras clave (keywords) a todos los identificadores reservados por Object Pascal que tienen un papel en el lenguaje. La ayuda de Delphi distingue entre palabras reservadas y directivas : las palabras reservadas no pueden ser utilizadas como identificadores, mientras que las directivas no deberían ser utilizadas como tales, aunque el compilador las aceptará si se usan así. En la práctica, no debería utilizar ningún tipo de palabras clave como identificadores.

En la Tabla 2.1 puede ver una lista completa de los identificadores que tienen un papel específico en Object Pascal (en Delphi 4), incluyendo palabras clave y otras palabras reservadas.

***Tabla 2.1: Palabras clave y otras palabras reservadas en Object Pascal.***

|  |  |
| --- | --- |
| **Palabra clave** | **Papel** |
| absolute | directiva (variables) |
| abstract | directiva (método) |
| and | operador (booleano) |
| array | tipo |
| as | operador (RTTI) |
| asm | instrucción |
| assembler | retrocompatibilidad (asm) |
| at | instrucción (excepciones) |
| automated | especificador de acceso (clase) |
| begin | marcador de bloque |
| case | instrucción |
| cdecl | convención de llamada a una función |
| class | tipo |
| const | declaración o directiva (parámetros) |
| constructor | método especial |
| contains | operador (conjunto) |
| default | directiva (propiedad) |
| destructor | método especial |
| dispid | especificador dispinterfaz |
| dispinterface | tipo |
| div | operador |
| do | instrucción |
| downto | instrucción (for ... then) |
| dynamic | directiva (método) |
| else | instrucción (if or case) |
| end | marcador de bloque |
| except | instrucción (excepciones) |
| export | retrocompatibilidad (clase) |
| exports | declaración |
| external | directiva (funciones) |
| far | retrocompatibilidad (clase) |
| file | tipo |
| finalization | estructura unitaria |
| finally | instrucción (excepciones) |
| for | instrucción (v. to) |
| forward | directiva de función |
| function | declaración |
| goto | instrucción |
| if | instrucción (v. then) |
| implementation | estructura unitaria |
| implements | directiva (propiedad) |
| in | operador (conjunto) - estructura de proyecto |
| index | directiva (dipinterfaz) |
| inherited | instrucción |
| initialization | estructura unitaria |
| inline | retrocompatibilidad (véase asm) |
| interface | tipo |
| is | operador (RTTI) |
| label | declaración |
| library | estructura de programa |
| message | directiva (método) |
| mod | operador (matemático) |
| name | directiva (función) |
| near | retrocompatibilidad (clase) |
| nil | valor |
| nodefault | directiva (propiedad) |
| not | operador (booleano) |
| object | retrocompatibilidad (clase) |
| of | instrucción (case) |
| on | instrucción (excepciones) |
| or | operador (booleano) |
| out | directiva (parámetros) |
| overload | directiva de función |
| override | directiva de función |
| package | estructura de programa (paquete) |
| packed | directiva (registro) |
| pascal | convención de llamada a una función |
| private | especificador de acceso (clase) |
| procedure | declaración |
| program | estructura de programa |
| property | declaración |
| protected | especificador de acceso (clase) |
| public | especificador de acceso (clase) |
| published | especificador de acceso (clase) |
| raise | instrucción (excepciones) |
| read | especificador de propiedad |
| readonly | especificador de interfaz de envío |
| record | tipo |
| register | convención de llamada a una función |
| reintroduce | directiva de función |
| repeat | instrucción |
| requires | estructura de programa (paquete) |
| resident | directiva (funciones) |
| resourcestring | tipo |
| safecall | convención de llamada a una función |
| set | tipo |
| shl | operador (matemático) |
| shr | operador (matemático) |
| stdcall | convención de llamada a una función |
| stored | directiva (propiedad) |
| string | tipo |
| then | instrucción (v. if) |
| threadvar | declaración |
| to | instrucción (v. for) |
| try | instrucción (excepciones) |
| type | declaración |
| unit | estructura unitaria |
| until | instrucción |
| uses | estructura unitaria |
| var | declaración |
| virtual | directiva (método) |
| while | instrucción |
| with | instrucción |
| write | especificador de propiedad |
| writeonly | especificador de interfaz de envío |
| xor | operador (booleano) |

**Expresiones y Operadores**

No hay una regla general para construir expresiones, ya que dependen esencialmente de qué operadores se usan, y Pascal tiene muchos operadores. Hay operadores lógicos, aritméticos, relacionales, de conjuntos y otros. Se pueden utilizar expresiones para determinar el valor que se asigna a una variable para calcular el parámetro de una función o procedimiento, o para probar una condición. Las expresiones pueden incluir también llamadas a funciones. Cada vez que ejecuta una operación sobre el valor de un identificador, más que utilizar el identificador como tal, eso es una expresión.

Las expresiones son comunes a la mayoría de lenguajes de programación. Una expresión es una combinación válida de constantes, variables, valores *literales* (de caracteres), operadores y resultados de funciones. Las expresiones también pueden ser introducidas en los parámetros de valor de procedimientos y funciones, pero no siempre en los parámetros de referencia (que requieren que se les asigne un valor).

**Operadores y precedencia**

Si alguna vez en su vida ha escrito un programa, ya sabe qué es una expresión. Aquí resaltaré elementos específicos de los operadores de Pascal. Puede ver una lista de los operadores del lenguaje, agrupador por precedencia, en la Tabla 2.1.

Al contrario que la mayoría de los demás lenguajes de programación, los operadores and y or tienen prioridad sobre el operador de relación. Así, si usted escribe a < b and c < d, el compilador intentará hacer la operación and primero, lo que resultará en un error de compilación. Por esta razón, debería encerrar cada una de las expresiones relacionales entre paréntesis : (a < b) and (c < d).

Algunos de los operadores comunes tienen distintos significados junto a diferentes tipos de datos. Por ejemplo, el operador + puede usarse para sumar dos números, concatenar dos cadenas de caracteres, unir dos conjuntos e incluso añadir un *offset* a un puntero (*pointer*) PChar. De cualquier manera, no se puede sumar dos caracteres, como sí puede hacerse en C.

Otro operador extraño es div. En Pascal se puede dividir cualesquiera números (reales o enteros) con el operador / , y siempre se obtiene un número real. Si necesita obtener un entero como resultado de la división de dos enteros (ignorando el resto aunque sea distinto de cero), use el operador div.

***Tabla 2.2: Operadores en Pascal, agrupados por precedencia***

|  |  |
| --- | --- |
| **Operadores unarios (precedencia máxima)** | |
| @ | Dirección de la variable o función (devuelve un puntero) |
| not | not (negación) booleana o por bits |
| **Operadores multiplicativos o por bits** | |
| \* | Multiplicación aritmética o intersección de conjuntos |
| / | División de coma flotante |
| div | División entera |
| mod | Módulo (el resto de la división entera) |
| as | *Typecast* (moldeador) a prueba de tipos (RTTI) (Permite una conversión de tipo durante la ejecución, con comprobación de tipo previa.) |
| and | and (conjunción) booleana o por bits |
| shl | Bitwise left shift (Permite rotar una cadena de bits hacia la izquierda.) |
| shr | Bitwise right shift (Ídem, hacia la derecha.) |
| **Operadores aditivos** | |
| + | Suma aritmética, unión de conjuntos, concatenación de cadenas, suma de punteros *offset* |
| - | Resta aritmética, diferencia de conjuntos, resta de punteros *offset* |
| or | or (disyunción) booleana o por bits |
| xor | xor (disyunción exclusiva) booleana o por bits |
| **Operadores relacionales y de comparación (precedencia mínima)** | |
| = | Comprueba si son iguales |
| <> | Comprueba si no son iguales |
| < | Comprueba si es menor que |
| > | Comprueba si es mayor que |
| <= | Comprueba si es menor o igual que, o si es subconjunto de un conjunto |
| >= | Comprueba si es mayor o igual que, o si es "superconjunto" de un conjunto |
| in | Comprueba si pertenece al conjunto |
| is | Comprueba si es compatible respecto al tipo (otro operador RTTI) |

**Operadores de conjuntos**

Los operadores de conjuntos incluyen la unión, (+), la diferencia (-), la intersección (\*), comprobación de pertenencia (in), y algunos operadores relacionales. Para añadir un elemento a un conjunto, puede unir el conjunto a otro que ya tenga el elemento que necesita. Aquí hay un ejemplo de Delphi, relacionado con los estilos de fuente :

Style := Style + [fsBold];

Style := Style + [fsBold, fsItalic] - [fsUnderline];

Como alternativa, puede usar los procedimientos normalizados Include y Exclude, que son mucho más eficientes (pero no se pueden utilizar con propiedades de componente del tipo de conjunto, que requieren un parámetro de un único valor):

Include (Style, fsBold);

**Conclusión**

Ahora que conocemos la estructura básica de un programa en Pascal, estamos preparados para comenzar a comprender su significado en detalle. Comenzaremos explorando la definición de tipos de datos predefinidos y definidos por el usuario. Después, pasaremos a estudiar el uso de palabras clave para formar instrucciones de programación.

**Capítulo siguiente:** [**Tipos, Variables y Constantes**](http://www.marcocantu.com/epascal/Spanish/ch03data.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 3 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch03data.htm) Tipos, variables y constantes** |

El lenguaje Pascal original estaba basado en algunas nociones simples, que ahora se han hecho bastante comunes entre los lenguajes de programación. La primera noción es la de *tipo de datos*. El tipo determina los valores que puede tomar una variable, y las operaciones que se pueden realizar sobre ella. El concepto de tipo es más fuerte en Pascal que en C, donde los tipos de datos aritméticos son casi intercambiables, y mucho más fuertes que en las versiones originales de BASIC, donde no existía concepto similar alguno.

**Variables**

Pascal requiere que todas las variables sean declaradas antes de ser utilizadas. Cada vez que declare una variable, deberá especificar un tipo de dato. Siguen algunas declaraciones :

**var**

  Valor: Integer;

  EsCorrecto: Boolean;

  A, B: Char;

La palabra clave var puede utilizarse en varios lugares del código, como el principio del código de una función o procedimiento, para declarar variables que son locales en la rutina, o dentro de una unidad, para declarar variables globales. Después de la palabra var viene una lista de nombres de nuevas variables, seguidas de dos puntos y el nombre del tipo de dato. Puede escribir más de una variable en una misma línea, como en la última instrucción del ejemplo anterior.

Una vez que haya definido la variable de un tipo determinado, puede realizar sobre ella las operaciones permitidas para aquel tipo de dato. Por ejemplo, se puede utilizar valores booleanos para comprobaciones (sí/no) y valores enteros en una expresión numérica. Sin embargo, no se puede mezclar booleanos con enteros (como sí se puede en el lenguaje C).

Con asignaciones simples, podemos escribir código como el siguiente :

Valor := 10;

EsCorrecto := True;

Pero la siguiente instrucción no es válida, porque las variables implicadas son de tipos de dato distintos :

Valor := EsCorrecto; *// error*

Si intenta compilar este código, Delphi produce un error con la descripción : *Incompatible types: 'Integer' and 'Boolean'*. Normalmente, errores como estos son errores de programación, porque no tiene sentido asignar un valor True (verdadero) o False (falso) a una variable de tipo entero. No le eche la culpa a Delphi de estos errores. Sólo le está advirtiendo de que hay algo equivocado en el código.

Por supuesto, a menudo es posible convertir el valor de una variable de un tipo a otro. En algunos casos, esta conversión es automática, pero en general tendrá que hacer una llamada a una función específica del sistema que cambia la representación interna de los datos.

En Delphi puede asignar un valor inicial a una variable global cuando la declara. Por ejemplo :

**var**

  Valor: Integer = 10;

  Correcto: Boolean = True;

Esta técnica de inicialización funciona sólo en variables globales, no en variables definidas en el interior de un procedimiento o método.

**Constantes**

Pascal también permite la declaración de constantes, para nombrar valores que no cambian durante la ejecución del programa. Para declarar una constante, no necesita especificar un tipo de dato, sino sólo asignar un valor inicial. El compilador examinará el valor y usará el tipo de dato adecuado, automáticamente. Siguen algunos ejemplos :

**const**

  Millar = 1000;

  Pi = 3.14;

  NombreAutor = *'Marco Cantù'*;

Delphi determina el tipo de dato de la constante de acuerdo con su valor. En el ejemplo anterior, la constante Millar se supone que es del tipo SmallInt, el tipo de entero más pequeño en que cabe el valor 1000. Sin embargo, si quiere usted decirle a Delphi que use un tipo específico, puede incluir el nombre del tipo en la declaración :

**const**

  Millar: Integer = 1000;

Cuando usted declara una constante, el compilador puede elegir entre asignarle una posición en la memoria y guardar su valor allí, o duplicar el valor actual cada vez que se usa la constante. Este segundo modo de funcionamiento tiene sentido especialmente en el uso de constantes simples :

Nota: La versión en 16 bits de Delphi permite modificar el valor de una constante durante la ejecución, como si fuera una variable. La versión en 32 bits aún permite este comportamiento para garantizar la retrocompatibilidad, cuando se habilita la directiva *$J* del compilador o se activa la casilla *Assignable typed constants* de la página Compiler del cuadro de diálogo Project Options. Aunque este es el valor por defecto, se aconseja enérgicamente no utilizar este truco como técnica de programación habitual. Asignar un nuevo valor a una constante desactiva todas las optimizaciones previstas en el compilador para el manejo de constantes. En tales casos, decántese por una variable.

**Constantes de cadena de recursos (*Resource String Constants*)**

Cuando defina una constante de cadena, en vez de escribir :

**const**

  AuthorName = *'Marco Cantù'*;

desde Delphi 3 puede escribir :

**resourcestring**

  AuthorName = *'Marco Cantù'*;

En ambos casos se está definiendo una constante, esto es, un valor que no va a cambiar durante la ejecución del programa. La diferencia consiste en la implementación. Una constante de cadena definida con la directiva *resourcestring* se almacena en los recursos del programa, en una tabla de cadenas de caracteres.

Para ver cómo funciona esto, puede examinar el ejemplo ResStr example, que tiene un botón con el siguiente código :

**resourcestring**

  AuthorName = *'Marco Cantù'*;

  BookName = *'Essential Pascal'*;

**procedure** TForm1.Button1Click(Sender: TObject);

**begin**

  ShowMessage (BookName + #13 + AuthorName);

**end**;

Las salidas de las dos cadenas aparecen en líneas separadas, porque las cadenas van separadas por el carácter de nueva línea (indicado por su valor numérico *#13* como constante de tipo carácter).

El aspecto interesante de este programa es que si lo examina con un explorador de recursos (hay uno disponible entre los ejemplos que se suministran con Delphi), verá las nuevas cadenas entre los recursos. Esto significa que las cadenas no son parte del código compilado, sino que son almacenadas en una área separada del ejecutable (el archivo exe).

Nota: En resumen, la ventaja de los recursos es un manejo eficiente de la memoria, realizado por Windows, y también la posibilidad de localizar un programa (traduciendo las cadenas a otro lenguaje) sin tener que modificar su código fuente.

**Tipos de datos**

En Pascal hay varios tipos de datos predefinidos, que pueden ser divididos en tres grupos: *tipos ordinales*, *tipos reales* y *cadenas*. Trataremos sobre los tipos ordinal y real en las próximas secciones, mientras que las cadenas se mencionarán más adelante en este mismo capítulo. En esta sección también introduciré algunos tipos definidos por las bibliotecas de Delphi (no predefinidas por el compilador), que pueden considerarse tipos predefinidos.

Delphi también incluye un tipo de datos sin tipo, llamado *variante*, que discutiremos el [**Capítulo 10**](http://www.marcocantu.com/epascal/Spanish/ch10var.htm) de este libro). Resulta extraño que exista el variante, que no pasa por una comprobación de tipo lo bastante fuerte. Fue introducido en Delphi 2 para poder manejar la automatización OLE.

**Tipos ordinales**

Los tipos ordinales están basados en el concepto de orden o secuencia. Usted no sólo puede comparar dos valores para ver cuál es más alto, sino que también puede pedir el valor que sigue o precede a un valor dado, o calcular el valor más bajo o alto de los posibles.

Los tipos ordinales predefinidos más importantes son entero (Integer), booleano (Boolean) y carácter (Char[acter]). De cualquier manera, hay muchos tipos relacionados que tienen el mismo significado, pero una representación interna y un rango de valores distintos. La tabla 3.1 que sigue muestra los tipos de datos ordinales utilizados para representar números.

***Tabla 3.1: Tipos de datos ordinales para números***

|  |  |  |
| --- | --- | --- |
| **Tamaño** | **Rango con signo (positivo / negativo)** | **Rango sin signo** |
| 8 bits | ShortInt (entero corto)  de -128 a 127 | Byte  de 0 a 255 |
| 16 bits | SmallInt (entero pequeño)  de -32.768 a 32.767 | Word (palabra)  de 0 a 65.535 |
| 32 bits | LongInt (entero largo)  de -2.147.483,648 a 2.147.483.647 | LongWord (palabra larga) (desde Delphi 4)  de 0 a 4.294,967,295 |
| 64 bits | Int64 (entero de 64 bits) |  |
| 16/32 bits | Integer (entero) | Cardinal |

Como puede ver, estos tipos corresponden a diferentes representaciones de números, dependiendo del número de bits usado para expresar el valor, y la presencia o ausencia de un bit de signo. Los valores con signo pueden ser positivos o negativos, pero tienen un rango más estrecho de valores, porque hay un bit menos disponible para el valor en sí. Puede remitirse al ejemplo sobre el Rango, discutido en la sección siguiente, para averiguar el rango de valores que corresponden a cada tipo.

El último grupo (marcado como 16/32) indica valores que tienen una representación distinta en las versiones de 16 bits y 32 bits de Delphi. Los tipos Integer y Cardinal son usados frecuentemente, porque corresponden a la representación nativa de números en la CPU.

**Tipos enteros en Delphi 4**

En Delphi 3, los números sin signo de 32 bits indicados por el tipo Cardinal eran, en realidad, valores de 31 bits, con un rango de hasta 2 megabytes. Delphi 4 introdujo un nuevo tipo numérico sin signo, LongWord, que usa un valor de 32 bits auténtico, de hasta 4 megabytes. El tipo Cardinal es ahora un alias del nuevo tipo LongWord. LongWord permite acceder a 2 MB de datos más a través de un número sin signo, como se menciona arriba. Además, corresponde a la representación nativa de números en la CPU.

Otro tipo introducido por primera vez en Delphi 4 es el tipo Int64, que representa números enteros de hasta 18 dígitos. Este nuevo tipo es totalmente compatible con algunas de las rutinas de tipo ordinal (como High y Low), rutinas numéricas (como Inc y Dec), y rutinas de conversión de cadena (como IntToStr). Para la conversión contraria, de cadena a número, hay dos funciones específicas : StrToInt64 y StrToInt64Def.

**Booleanos**

Valores booleanos distintos del tipo Boolean se utilizan muy poco. Las funciones API de Windows requieren algunos valores booleanos con representaciones específicas. Los tipos son ByteBool, WordBool y LongBool.

En Delphi 3, para conseguir compatibilidad con Visual Basic y automatización OLE, los tipos de datos *ByteBool*, *WordBool* y *LongBool* fueron modificados para representar el valor *True* con -1, mientras que el valor *False* es aún 0. El tipo de datos *Boolean* se mantiene invariable (*True* es 1, *False* es 0). Si usted ha utilizado *typecasts* (moldeadores de tipo) específicos en su código Delphi 2, portar el código a versiones posteriores de Delphi puede causarle errores.

**Caracteres**

Finalmente, hay dos representaciones de caracteres : *ANSIChar* y *WideChar*. El primer tipo representa caracteres de 8-bits, correspondientes al conjunto de caracteres ANSI usado tradicionalmente por Windows; el segundo representa caracteres de 16 bits, que corresponden a los nuevos caracteres Unicode accesibles en Windows NT, y sólo parcialmente por Windows 95 y 98. La mayor parte del tiempo, usted sólo utilizará el tipo *Char*, que en Delphi 3 corresponde a *ANSIChar*. Tenga presente, en cualquier caso, que los 256 primeros caracteres Unicode corresponden exactamente a los caracteres ANSI.

Los caracteres constantes pueden ser representados con su notación simbólica, p. ej. *'k'*, o con una notación numérica, como en *#78*. Este último también puede ser representado utilizando la función *Chr*, como en *Chr (78)*. La conversión recíproca puede hacerse mediante la función *Ord*.

En general es mejor utilizar la notación simbólica cuando se indican letras, dígitos o símbolos. Para referirse a caracteres especiales, sin embargo, normalmente usará la notación numérica. La siguiente lista incluye algunos de los caracteres especiales más usados :

* *#9* tabulador
* *#10* nueva línea
* *#13* retorno de carro (tecla "*enter*" o "intro")

**El ejemplo sobre el Rango**

Para darle una idea de los distintos rangos de algunos de los tipos ordinales, he escrito un programa Delphi sencillo llamado Range. Algunos resultados se muestran en la figura 3.1.

Figura 3.1: El ejemplo *Range* muestra alguna información sobre tipos de datos ordinales (en este caso, del tipo *Integer*).
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El programa *Range* está basado en un formulario sencillo, que tiene seis botones (cada uno lleva el nombre de un tipo de datos ordinal), y algunas etiquetas sobre categorías de información, como se ve en la figura. Algunas de las etiquetas se usan para incluir texto estático, y otras para mostrar la información sobre el tipo cada vez que se pulsa uno de los botones.

Cada vez que el usuario pulsa uno de los botones de la derecha, el programa actualiza las etiquetas como salida. Distintas etiquetas muestran el tipo de dato, el número de bytes utilizado y los valores máximo y mínimo que puede almacenar ese tipo de datos. Cada botón tiene su propio método de respuesta a eventos tipo *OnClick*, porque el código usado para calcular los tres valores varía ligeramente de un botón a otro. Por ejemplo, aquí está el código fuente del evento *OnClick* para el botón Integer (*BtnInteger*):

**procedure** TFormRange.BtnIntegerClick(Sender: TObject);

**begin**

  LabelType.Caption := *'Integer'*;

  LabelSize.Caption := IntToStr (SizeOf (Integer));

  LabelMax.Caption := IntToStr (High (Integer));

  LabelMin.Caption := IntToStr (Low (Integer));

**end**;

Si tiene algo de experiencia en la programación en Delphi, puede examinar el código fuente del programa para entender cómo funciona. Para principiantes, es suficiente con darse cuenta del uso de tres funciones : *SizeOf* (tamaño de), *High* (alto) y *Low* (bajo). Los resultados de las dos últimas funciones son ordinales del mismo tipo (en este caso, enteros), y el resultado de la función *SizeOf* es siempre un entero. El valor de salida de cada una de estas funciones se traduce primero en cadenas utilizando la función *IntToStr*, y luego se copia en los títulos de las tres etiquetas.

Los métodos asociados con los otros botones son muy similares al mencionado arriba. La única diferencia radica en el tipo de dato que se pasa como parámetro a cada una de las funciones. La figura 3.2 muestra el resultado de ejecutar este mismo programa bajo Windows 95 después de ser recompilado con la versión de 16 bits de Delphi. Comparando la figura 3.1 con la figura 3.2, puede ver la diferencia entre tipos de entero de 16 bits y 32 bits.

***Figure 3.2: La salida de la versión de 16 bits del programa Range, mostrando información sobre enteros, nuevamente.***
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El tamaño del tipo *Integer* varía dependiendo de la CPU y el sistema operativo utilizados. En versiones Windows de 16 bits, una variable entera ocupa dos bytes. En versiones de Windows de 32 bits, un Integer ocupa 4 bytes. Por esta razón, cuando usted recompila el programa *Range*, obtiene una salida distinta en cada caso.

Las dos representaciones distintas del tipo *Integer* no son un problema, siempre que su programa no asuma nada sobre el tamaño de los enteros. Si alguna vez guarda un Integer en un archivo utilizando una versión y lo carga con otra, tendrá algunos problemas. En esta situación, debería elegir un tipo de datos independiente de la plataforma (como *LongInt* o *SmallInt*). Para cálculos matemáticos o código genérico, la mejor elección es seguir la representación de enteros de la plataforma en que se quiera trabajar -- esto es, utilice el tipo Integer -- porque esto es lo que más le gusta a la CPU. El tipo *Integer* debería ser su primera elección cuando maneje números enteros. Use una representación distinta sólo si hay una razón imperiosa para hacerlo.

**Rutinas de tipo ordinal**

Hay algunas rutinas del sistema (rutinas definidas en el lenguaje Pascal y la unidad de sistema de Delphi) que funcionan en tipos ordinales. Se muestran en la tabla 3.2. Los programadores en C++ no deben olvidar de que las dos versiones del procedimiento *Inc*, con uno o dos parámetros, corresponden a los operadores ++ y += (y lo mismo para el procedimiento *Dec*).

***Table 3.2: Rutinas del sistema para tipos ordinales***

|  |  |
| --- | --- |
| **Rutina** | **Finalidad** |
| Dec | Decrementa la variable pasada como parámetro, en una unidad o por el valor del parámetro segundo, opcional. |
| Inc | Incrementa la variable pasada como parámetro, en una unidad o por el valor especificado. |
| Odd | Devuelve *True* si el argumento es un número par. |
| Pred | Devuelve el valor precedente al argumento según el orden determinado por el tipo de datos. |
| Succ | Devuelve el valor siguiente (*successor*) al argumento según el orden determinado. |
| Ord | Devuelve un número, indicando el orden del argumento dentro del conjunto de valores del tipo de datos. |
| Low | Devuelve el menor valor en el rango del tipo ordinal pasado como parámetro. |
| High | Devuelve el menor valor en el rango del tipo ordinal. |

Observe que algunas de estas rutinas, cuando se aplican a constantes, son evaluadas automáticamente por el compilados y reemplazadas por su valor. Por ejemplo, si hace una llamada a la función *High(X)*, donde *X* se define como Integer, el compilador puede reemplazar la expresión con el valor más alto posible en el tipo de datos Integer.

**Tipos reales**

Los tipos reales representan números de coma flotante en varios formatos. El menor tamaño de almacenamiento corresponde a los números *Single*, implementados con un valor de 4 bytes. Aparte hay números de coma flotante *Double*, implemententados con 8 bytes, y números *Extended*, implementados con 10 bytes. Todos estos son tipos de datos de coma flotante de distinta precisión, que corresponden a las representaciones normalizadas IEEE, y son compatibles directamente por el coprocesador numérico de la CPU, lo que permite una velocidad máxima.

En Delphi 2 y Delphi 3 el tipo Real tenía la misma definición que en la versión de 16 bits; era un tipo de 48 bits. Pero su uso fue reprobado por Borland, que sugirió que se usasen los tipos Single, Double y Extended, en vez de aquel. Las razón era que el viejo formato de 6 bits no era compatible ni con las CPUs de Intel ni estaba entre los tipos reales oficiales IEEE. Para superar el problema totalmente, Delphi 4 modifica la definición del tipo Real para representar un número de coma flotante normalizado de 8 bytes (64 bits).

Además de la ventaja de usar una definición normalizada, este cambio permite a los componentes publicar propiedades basadas e el tipo Real, algo que Delphi 3 no permitía. Entre las desventajas podría haber problemas de compatibilidad. De ser necesario, puede evitar la eventual incompatibilidad utilizando la definición del tipo de Delphi 2 o 3; haga esto usando la siguiente opción de compilación :

{$REALCOMPATIBILITY ON}

Hay también dos tipos de datos extraños: *Comp* describe enteros muy grandes que usan 8 bytes (que pueden contener números de hasta 18 dígitos decimales); y *Currency* (no disponible en el Delphi de 16 bits) indica un valor decimal de coma fija con cuatro dígitos decimales, y la misma representación en 64 bits que el tipo *Comp*. Como implica el nombre, el tipo de datos *Currency* ha sido añadido para manejar valores monetarios muy precisos, con cuatro cifras decimales.

No podemos crear un programa similar el ejemplo Range de arriba con tipos de datos reales, porque no podemos usar las funciones *High* y *Low* o la función *Ord* en variables reales. Los tipos reales representan (en teoría) un conjunto de números infinito; los tipos ordinales representan un conjunto fijo de valores.

Nota: Déjeme explicar esto mejor. Cuando tiene el entero 23, puede determinar cuál es el valor siguiente. Los enteros son finitos (tienen un rango determinado y tienen un orden). Los números de coma flotante son infinitos incluso dentro de un pequeño, y no tienen orden : de hecho, ¿cuántos valores hay entre 23 y 24? Y ¿qué número sigue al 23.46? Es 23.47, 23.461 o 23.4601 ? ¡Es difícil decidirlo!

Por esta razón, tiene sentido pedir la posición ordinal del carácter '*w*' en el rango del tipo de datos Char, pero no tiene ningún sentido preguntar por lo mismo acerca de 7143,1562 [aquí la coma es decimal] en el rango de un tipo de datos de coma flotante. Aunque, de hecho, puede usted saber si un número real tiene un valor superior a otro, no tiene sentido preguntar cuántos números reales existen antes de uno dado (este es el significado de la función *Ord*).

Los tipos reales juegan un papel pequeño en la parte del código dedicada a la interfaz de usuario (parte dedicada a Windows), pero son perfectamente implementables en Delphi, incluida la parte que toca a las bases de datos. La compatibilidad con tipos de coma flotante de la norma IEEE hace al lenguaje de programación Object Pascal muy apropiado para el amplio abanico de programas que requieren cálculos numéricos. Si está usted interesado en este aspecto, puede buscar las funciones aritméticas incorporadas a Delphi en la unidad de sistema (véase la ayuda de Delphi para más detalles).

**Nota:** Delphi también tiene una unidad *Math* que define rutinas matemáticas avanzadas, que cubren las funciones trigonométricas (como la función *ArcCosh*), finanzas (como la función *InterestPayment*) y estadística (como el procedimiento *MeanAndStdDev*). Hay muchas rutinas así, algunas de las cuales suenan bastante raras, como el procedimiento *MomentSkewKurtosis* (le dejo como ejercicio averiguar de qué se trata ...).

**Fecha y Hora**

Delphi usa tipos reales también para manejar información sobre la fecha y la hora. Para ser más precisos, Delphi define un tipo de datos específico, *TDateTime*. Este es un tipo de coma flotante, porque el tipo tiene que ser lo bastante amplio para almacenar ños, meses, días, horas, minutos y segundos, hasta resolución de milisegundos, en una sola variable. Las fechas se almacenan como número de días desde el 30 de diciembre de 1899 (12/30/1899), donde los valores negativos indican fechas anteriores al año 1899, en la parte entera del valor de *TDateTime*. La hora se almacena como fracciones de un días en la parte decimal del valor.

*TDateTime* no es un tipo predefinido que el compilador comprende, sino que es definido en la unidad de sistema como :

**type**

  TDateTime = **type** Double;

Usar el tipo *TDateTime* es bastante fácil, porque Delphi incluye varias funciones que operan sobre este tipo. Puede encontrar una lista de estas funciones en la tabla 3.3.

***Tabla 3.3: Rutinas del sistema para el tipo TDateTime***

|  |  |
| --- | --- |
| **Rutina** | **Descripción** |
| Now | Devuelve la fecha y la hora actual en un solo valor TDateTime. |
| Date | Devuelve sólo la fecha actual. |
| Time | Devuelve sólo la hora actual. |
| DateTimeToStr | Convierte un valor de fecha y hora en una cadena, utilizando formato por defecto; para tener mayor control sobre la conversión, utilice la función FormatDateTime. |
| DateTimeToString | Copia el valor de fecha y hora en un *buffer* (tampón) de cadena, en formato por defecto. |
| DateToStr | Convierte la porción de fecha de un valor TDateTime en una cadena. |
| TimeToStr | Convierte la porción de hora de un valor TDateTime en una cadena. |
| FormatDateTime | Da un formato especificado a fecha y hora; puede especificar qué valores quiere ver y qué formato utilizar, proveyendo una cadena de formato complejo. |
| StrToDateTime | Convierte una cadena con información de fecha y hora en un valor TDateTime, provocando una excepción en caso de error en el formato de la cadena. |
| StrToDate | Convierte una cadena con información de fecha en un valor TDateTime. |
| StrToTime | Convierte una cadena con información de hora en un valor TDateTime |
| DayOfWeek | Extrae el número correspondiente al día de la semana del valor TDateTime que se pasa como parámetro. |
| DecodeDate | Estrae los valores de año, mes y día de un valor de fecha. |
| DecodeTime | Extrae los valores de un valor de hora. |
| EncodeDate | Convierte valores de año, mes y día en un valor TDateTime. |
| EncodeTime | Convierte valores de hora, minuto, segundo y milisegundo en un valor TDateTime. |

Para mostrarle cómo usar este tipo de datos y algunas de las rutinas relacionadas con él, he construido un ejemplo sencillo, llamado TimeNow. El formulario principal de este ejemplo tiene un componente de botón (Button) y de lista (ListBox). Cuando el programa se inicia, se calcula y muestra la fecha y hora actual, automáticamente. Cada vez que se pulsa el botón, el programa muestra el tiempo pasado desde que el programa comenzó.

Este es el código relacionado con el evento *OnCreate* del formulario :

**procedure** TFormTimeNow.FormCreate(Sender: TObject);

**begin**

  StartTime := Now;

  ListBox1.Items.Add (TimeToStr (StartTime));

  ListBox1.Items.Add (DateToStr (StartTime));

  ListBox1.Items.Add (*'Pulse botón para ver el tiempo transcurrido'*);

**end**;

La primera instrucción es una llamada a la función *Now*, que devuelve la fecha y hora actuales. Este valor se almacena en la variable *StartTime*, declarada como variable global, como sigue :

**var**

  FormTimeNow: TFormTimeNow;

  StartTime: TDateTime;

He añadido sólo la segunda declaración, ya que la primera viene dada por Delphi. Por defecto, es la siguiente :

**var**

  Form1: TForm1;

Al cambiar el nombre del formulario, esta declaración se actualiza automáticamente. Utilizando variables globales no es realmente el mejor enfoque : sería mejor utilizar un campo privado de la clase del formulario, un asunto relacionado con la programación orientada a objetos y discutido en *Mastering Delphi 4* [publ. en español como *Delphi 4*].

Las siguientes tres instrucciones añaden tres entradas al componente ListBox a la izquierda del formulario, con el resultado que se ve en la figura 3.3. La primera línea contiene la porción de tiempo del valor *TDateTime* convertido en una cadena, el segundo la porción de la fecha, del mismo valor. Al final, el código añade un simple mensaje recordatorio.

***Figura 3.3: La salida del programa de ejemplo TimeNow al iniciarse.***

![C:\Users\juan xcarlos\Desktop\flash cell\INF-120 'SF'\libro de programacion1\ch03data_files\epf0303.gif](data:image/gif;base64,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)

Esta tercera cadena es reemplazada por el programa cuando el usuario pincha en el botón Elapsed :

**procedure** TFormTimeNow.ButtonElapsedClick(Sender: TObject);

**var**

  StopTime: TDateTime;

**begin**

  StopTime := Now;

  ListBox1.Items [2] :=  FormatDateTime (*'hh:nn:ss'*,

    StopTime - StartTime);

**end**;

Este código extrae la hora nueva y calcula la diferencia con el valor de hora almacenado cuando el programa se inició. Ya que necesitamos utilizar un valor que calculamos en un gestor de eventos distinto, tuvimos que almacenarlo en una variable global. De hecho, hay mejores alternativas, basadas en clases.

**Nota:** El código que reemplaza el valor acutal de la tercera cadena, utiliza el índice 2. La razón es que las entradas de la lista ListBox se cuentan desde cero : la primera es la número 0, la segunda la número 1, y la tercera la número 2. Comentaremos más sobre esto cuando hablemos de matrices.

Aparte de hacer una llamada a *TimeToStr* y *DateToStr*, puede utilizar la función *FormatDateTime*, más potente, como lo he hecho en el último método, arriba (véase la ayuda de Delphi para saber cómo se da formato a los parámetros). Tenga también en cuenta que los valores de hora y fecha se transforman en cadenas, dependiendo de la configuración regional de su sistema Windows. Delphi lee estos valores del sistema, y los copias a una serie de constantes globales declaradas en la unidad SysUtils. Algunas de ellas son :

DateSeparator: Char;

ShortDateFormat: string;

LongDateFormat: string;

TimeSeparator: Char;

TimeAMString: string;

TimePMString: string;

ShortTimeFormat: string;

LongTimeFormat: string;

ShortMonthNames: array [1..12] **of** string;

LongMonthNames: array [1..12] **of** string;

ShortDayNames: array [1..7] **of** string;

LongDayNames: array [1..7] **of** string;

Otras constantes globales están relacionadas al formato de moneda y de números de coma flotante (coma decimal española contra punto decimal inglés). Puede encontrar la lista completa en el archivo de ayuda de Delphi bajo el título *Currency and date/time formatting variables*.

**Nota:** Delphi incluye un componente DateTimePicker, que prové un modo sofisticado de entrar una fecha, seleccionándola de un calendario.

**Tipos específicos de Windows**

Los tipos de datos predefinidos que hemos visto hasta ahora son parte del lenguaje Pascal. Delphi también incluye otros tipos de datos definidos por Windows. Estos tipos de datos no son parte integrante del lenguaje, pero son parte de las bibliotecas de Windows. Entre los tipos de Windows hay nuevos tipos por defecto (como *DWord* o *UInt*), muchos registros (o estructuras), varios tipos de puntero (*pointer*), etcétera.

De los tipos de datos de Windows, el más importante se representa con *handles*, que se comentan en el capítulo 9.

**Typecasting y conversión entre tipos**

Como hemos visto, no puede asignar una variable a otra de un tipo diferente. En caso de que necesite hacerlo, hay dos opciones. La primera es el *typecasting* (moldeado de tipos), que usa una notación funcional simple, con el nombre del tipo de dato de destino :

**var**

  N: Integer;

  C: Char;

  B: Boolean;

**begin**

  N := Integer (*'X'*);

  C := Char (N);

  B := Boolean (0);

Puede usted moldear de un tipo de datos a otro del mismo tamaño. Normalmente es seguro moldear entre tipos ordinales, pero también puede moldear entre tipos de puntero (y también objetos), siempre que sepa qué está haciendo.

De cualquier modo, moldear suele ser una práctica de programación peligrosa, ya que le permite acceder a un valor como si representase otra cosa. Como las representaciones internas de tipos de datos no suelen encajar, se expone a errores difíciles de detectar. Por esta razón, lo mejor es evitar el moldeado de tipos.

La segunda opción es usar una rutina de conversión entre tipos. Las rutinas para los distintos tipos de conversiones vienen resumidas en la tabla 3.4. Algunas de estas rutinas funcionan sobre los tipos de datos que discutiremos en las siguientes secciones. Tenga en cuenta que la tabla no incluye rutinas para tipos especiales (como *TDateTime* o una variante) o rutinas destinadas especificamente al formateo, como las potentes rutinas *Format* y *FormatFloat*.

***Tabla 3.4: Rutinas del sistema para la conversión entre tipos***

|  |  |
| --- | --- |
| **Rutina** | **Descripción** |
| Chr | Convierte un número ordinal en un carácter ANSI. |
| Ord | Convierte un valor de tipo ordinal en el número que indica su orden. |
| Round | Convierte un valor de tipo real en un número de tipo entero, redondeando su valor. |
| Trunc | Convierte un valor de tipo real en un número de tipo entero, truncando su valor. |
| Int | Extrae la parte entera del argumento de valor en coma flotante. |
| IntToStr | Convierte un número en una cadena. |
| IntToHex | Convierte un número en una cadena con su representación hexadecimal. |
| StrToInt | Convierte una cadena en un número, provocando una exception si la cadena no representa un entero válido. |
| StrToIntDef | Convierte una cadena en un número, usando un valor por defecto si la cadena no es correcta. |
| Val | Convierte una cadena en un número (rutina tomada de Turbo Pascal, disponible por compatibilidad). |
| Str | Convierte un número en una cadena, usando parámetros de formateo (rutina tomada de Turbo Pascal, disponible por compatibilidad). |
| StrPas | Convierte una cadena de terminación nula (*null-terminated*)en una cadena de tipo Pascal. Esta conversión se realiza automáticamente sobre cadenas AnsiStrings en Delphi de 32 bits. (Véase la sección dedicada a las cadenas, más adelante en este mismo capítulo.) |
| StrPCopy | Copia una cadena tipo Pascal en una cadena de terminación nula. Esta conversión se hace con un simple simple moldeo (*typecast*) sobre0 PChar, en Delphi de 32 bits. (Véase la sección dedicada a las cadenas, más adelante en este mismo capítulo.) |
| StrPLCopy | Copia una porción de una cadena tipo Pascal en una cadena de terminación nula. |
| FloatToDecimal | Convierte un valor de coma flotante a un registro, incluyendo su representación decimal (exponentes, dígitos, signo). |
| FloatToStr | Convierte un valor de coma flotante a su representación como cadena, con formato por defecto. |
| FloatToStrF | Convierte un valor de coma flotante a su representación como cadena, con el formato especificado. |
| FloatToText | Copia un valor de coma flotante a un *buffer* (tampón) de cadena, con el formato especificado. |
| FloatToTextFmt | Como la rutina anterior, copia un un valor de coma flotante a un *buffer* (tampón) de cadena, con el formato especificado. |
| StrToFloat | Convierte una cadena Pascal a un valor de coma flotante. |
| TextToFloat | Convierte una cadena de terminación nula a un valor de coma flotante. |

**Conclusión**

En este capítulo hemos explorado la noción básica de tipo en Pascal. Pero el lenguaje tiene otra cualidad muy importante : permite a los programadores definir nuevos tipos de datos personalizados, llamados tipos de datos definidos por el usuario. Este es el asunto de que trata el siguiente capítulo.

**Capítulo siguiente:** [**Tipos de datos definidos por el usuario**](http://www.marcocantu.com/epascal/Spanish/ch04udt.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 4 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch04udt.htm) Tipos de datos definidos  por el usuario** |

Junto con la noción de tipo, una de las grandes ideas introducidas por el lenguaje Pascal es la habilidad de definir nuevos tipos de datos en un programa. Los programadores pueden definir sus propios tipos de datos mediante *constructores de tipos*, como tipos de subrango, tipos de matrices, tipos de *record* [registro], tipos enumerados, tipos de puntero [*pointer*]. El tipo de datos definido por el usuario, más importante, es la clase, que es parte de las extensiones orientadas a objeto de Object Pascal, no cubiertas en este libro.

Si cree usted que los constructores de tipos son comunes en varios lenguajes de programación, tiene usted razón; pero Pascal fue el primer lenguaje que introdujo la idea de una manera formal y precisa. Aún hay pocos lenguajes que tengan tantos mecanismos para definir tipos nuevos.

**Tipos con nombre y tipos sin nombre**

A estos tipos se les puede dar un nombre para usarlos más tarde o se pueden aplicar directamente a una variable. Cuando usted le da un nombre a un tipo, debe dedicarle una sección del código específica, como la siguiente :

**type**

*// definición del subrango*

Uppercase = 'A'..'Z';

*// definición de la matriz*

Temperatures = **array** [1..24] **of** Integer;

*// definición del 'record'*

Date = **record**

Month: Byte;

Day: Byte;

Year: Integer;

**end**;

*// definición de tipo enumerado*

Colors = (Red, Yellow, Green, Cyan, Blue, Violet);

*// establecer la definición*

Letters = **set of** Char;

Construcciones de definición de tipo, similares, pueden ser utilizadas directamente para definir una variable sin un nombre de tipo específico, como en el siguiente código :

**var**

DecemberTemperature: **array** [1..31] **of** Byte;

ColorCode: **array** [Red..Violet] **of** Word;

Palette: **set of** Colors;

Nota: En general, debería usted evitar usar tipos *sin nombre*, como en el código que aparece arriba, porque no puede usarlos como parámetros para rutinas o declarar otras variables del mismo tipo. La compatibilidad de tipos de Pascal, de hecho, está basada en nombres de tipo, no en la definición efectiva de los tipos. Dos variables de dos tipos idénticos aún no son compatibles, a no ser que sus tipos lleven exactamente el mismo nombre, y a los tipos sin nombre el compilador les da nombres internos. Acostúmbrese a definir un tipo de datos cada vez que necesite una variable compleja, y no se arrepentirá del tiempo que invirtió en hacerlo.

Pero ¿qué significan estas definiciones de tipo? Daré algunas descripciones para aquellos que no estén familiarizados con las construcciones de tipo de Pascal. También intentaré destacar las diferencias con las construcciones en otros lenguajes de programación, así que quizá le interese leer las secciones siguientes, incluso si conoce bien las definiciones de tipos como las de arriba. Finalmente, le mostraré algunos ejemplos en Delphi, e introduciré algunas herramientas que le permitirán acceder dinámicamente a la información de tipos.

**Tipos de subrango**

Un tipo de subrango define un rango de valores dentro del rango de otro tipo (de ahí el nombre *subrango*). Puede usted definir un subrango del tipo Integer, de 1 a 10 o de 100 a 1000, o puede usted definir un subrango del tipo Char[acter], como en :

**type**

Ten = 1..10;

OverHundred = 100..1000;

Uppercase = *'A'*..*'Z'*;

En la definición de un subrango, no necesita usted especificar el nombre del tipo base. Sólo necesita proporcionar dos constantes de ese tipo. El tipo original debe ser ordinal, y el tipo resultante será otro tipo ordinal.

Cuando haya definido un subrango, puede asignarle un valor dentro de ese rango. El siguiente código es válido :

**var**

UppLetter: UpperCase;

**begin**

UppLetter := *'F'*;

But this one is not:

**var**

UppLetter: UpperCase;

**begin**

UppLetter := *'e'*; *// error durante la compilación*

Un código como el de arriba resulta en un error durante la compilación : *"Constant expression violates subrange bounds"* [La expresión constante viola los límites del subrango]. Si, en vez de aquel, escribe el siguiente código ...

**var**

UppLetter: Uppercase;

Letter: Char;

**begin**

Letter :=*'e'*;

UppLetter := Letter;

... Delphi lo compilará. Durante la ejecución, si había usted habilitado la opción del compilador Range Checking [comprobación de rango] (en la ficha Compiler del cuadro de diálogo Project Options), obtendrá un mensaje de error *Range check error*.

**Nota:** Le sugiero activar esta opción del compilador mientras esté desarrollando un programa, con lo que sería más robusto y sencillo de depurar, ya que en caso de errores obtendrá un mensaje explícito, y no un comportamiento difícil de comprender. Al final, puede usted deshabilitar aquella opción para la versión definitiva del programa, para hacerlo un poco más rápido. De cualquier manera, la diferencia es realmente pequeña, y por esta razón le sugiero que deje activadas todas estas comprobaciones de tiempo de ejecución, incluso en un programa que vaya a distribuir. Lo mismo es válido para otras opciones de tiempo de ejecución, como las comprobaciones de desbordamiento [*overflow*].

**Tipos enumerados**

Los tipos enumerados constituyen otro tipo ordinal definido por el usuario. En vez de indicar un rango para un tipo existente, en una enumeración usted hace una lista de todos los valores posibles del tipo. En otras palabras, una enumeración es una lista de valores. Aquí hay algunos ejemplos :

**type**

Colors = (Red, Yellow, Green, Cyan, Blue, Violet);

Suit = (Club, Diamond, Heart, Spade);

Cada valor en la lista tiene una *ordinalidad* [número de orden] asociada, comenzando desde cero. Cuando aplica usted la función *Ord* a un valor de tipo enumerado, obtiene este valor. Por ejemplo, *Ord (Diamond)* devuelve 1.

Nota: Los tipos enumerados pueden tener distintas representaciones internas. Por defecto, Delphi usa una representación interna de 8 bits, a no ser que haya más de 256 valores diferentes, en cuyo caso usa la representación de 16 bits. También hay una representación de 32 bits, que podría ser útil para mantener la compatibilidad con bibliotecas de C o C++. De hecho, puede usted cambiar el comportamiento por defecto, pidiendo una representación de mayor tamaño, usando la directiva del compilador *$Z*.

La VCL (*Visual Component Library*, biblioteca de componentes visuales) de Delphi, usa tipos enumerados en muchas ocasiones. Por ejemplo, es estilo del borde de un formulario se define como sigue :

**type**

TFormBorderStyle = (bsNone, bsSingle, bsSizeable,

bsDialog, bsSizeToolWin, bsToolWindow);

Cuando el valor de una propiedad es una enumeración, normalmente podrá elegir de la lista de valores que se muestra en el Object Inspector, como se muestra en la figura 4.1.

***Figura 4.1: Una propiedad de tipo enumerado en el Object Inspector***
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En la ayuda de Delphi se mencionan los posibles valores de una enumeración. Como alternativa, puede usted utilizar el programa *OrdType*, disponible en www.marcocantu.com, para ver la lista de valores en Delphi de cada enumeración, conjunto, subrango y cualquier otro tipo ordinal. Puede ver un ejemplo de la salida de este programa en la figura 4.2.

***Figura 4.2: Información detallada sobre un tipo enumerado, como la muestra el programa OrdType (disponible en mi sitio en la Red).***
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**Tipos de conjunto [*set*]**

Tipos de conjunto indican un grupo de valores, donde la lista de valores disponibles se indica mediante el tipo ordinal en que se basa el conjunto. Los tipos suelen ser limitados, y a menudo se representan con una enumeración o un subrango. Si tomamos el subrango 1..3, los valores posible del conjunto basado en él incluyen sólo 1, sólo 2, sólo 3, tanto 1 como 2, tanto 1 como 3, 2 y 3, todos los tres valores, o ninguno de ellos.

Una variable normalmente contiene exactamente uno de los valores posibles para el rango de su tipo. Una variable de tipo conjunto, sin embargo, puede contener uno, dos o más valores del rango. Incluso puede incluirlos todos. He aquí un ejemplo de un Set :

**type**

Letters = **set of** Uppercase;

Ahora podemos definir una variable de este tipo y asignarle algunos valores del tipo original. Para indicar algunos valores en un conjunto, se escribe una lista separada por comas, encerrada en corchetes. El siguiente código muestra la asignación de varios valores a una variable, de uno sólo, y del valor 'vacío' :

**var**

Letters1, Letters2, Letters3: Letters;

**begin**

Letters1 := ['A', 'B', 'C'];

Letters2 := ['K'];

Letters3 := [];

En Delphi, un conjunto se suele utilizar para indicar *flags* no exclusivos. Por ejemplo, las dos siguientes líneas de código (que son parte de la biblioteca Delphi) declaran una enumeración de posibles iconos para el borde de una ventana y el correspondiente tipo de conjunto.

**type**

TBorderIcon = (biSystemMenu, biMinimize, biMaximize, biHelp);

TBorderIcons = **set of** TBorderIcon;

De hecho, una ventana determinada podría no tener ninguno de estos iconos, uno de ellos, o más. Cuando trabaje con el Object Inspector (observe la figura 4.3), podrá proporcionarle los valores a un conjunto expandiendo la selección (haga doble clic en el nombre de la propiedad o clic en el signo '+' a su izquierda) activando y desactivando la presencia de cada valor.

***Figura 4.3: Una propiedad de tipo de conjunto en el Object Inspector***

![C:\Users\juan xcarlos\Desktop\flash cell\INF-120 'SF'\libro de programacion1\ch04udt_files\epf0403.gif](data:image/gif;base64,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)

Otra propiedad basada en un tipo de conjunto es el estilo de una fuente. Los valores posibles indican fuentes en negrita, cursiva, subrayadas o tachadas. Por supuesto, una misma fuente puede ser a la vez cursiva y negrita, no tener propiedades, o tenerlas todas. Por esta razón se declara como un conjunto. Puede usted asignar valores a este conjunto en el código de un programa, como sigue :

Font.Style := []; *// no style*

Font.Style := [fsBold]; *// bold style only*

Font.Style := [fsBold, fsItalic]; *// two styles*

También puede operar sobre un conjunto de muchas maneras distintas, incluyendo el añadir dos variables del mismo tipo de conjunto (o, para ser más preciso, calcular la unión de las dos variables de conjunto) :

Font.Style := OldStyle + [fsUnderline]; *// two sets*

Una vez más, puede utilizar los ejemplos OrdType incluidos en el directorio TOOLS del código fuente del libro para ver la lista de valores posibles de muchos conjuntos definidos por la biblioteca de componentes de Delphi.

**Tipos de vector [*array*]**

Los tipos de vector definen listas de un número fijo de elementos de un tipos específico. Normalmente se utiliza un *índice* entre corchetes para acceder a uno de los elementos del vector. Los corchetes también se utilizan para especificar los valores posibles del índice cuando el vector ha sido definido. Por ejemplo, puede definir un grupo de 24 enteros con este código :

**type**

DayTemperatures = **array** [1..24] **of** Integer;

En la definición del vector, tiene usted que proporcionar un tipo de subrango entre corchetes, o definir un sugrango específico nuevo, utilizando dos constantes de un tipo ordinal. Este subrango especifica los índices válidos del vector. Como se especifica tanto el índice superior como el inferior del vector, los índices no tienen por qué comenzar por cero, como sí es necesario en C, C++, Java y otros lenguajes de programación.

Como los índices del vector están basado en subrangos, Delphi puede comprobar su rango, como ya hemos visto. Un subrango de constante no válido resulta en un error de compilación; y un índice fuera de rango utilizado durante la ejecución resulta en un error de ejecución si la correspondiente opción de compilador está activada.

Usando la definición de vector de arriba, puede usted establecer el valor de una variable *DayTemp1* del tipo *DayTemperatures*, como sigue :

**type**

DayTemperatures = **array** [1..24] **of** Integer;

**var**

DayTemp1: DayTemperatures;

**procedure** AssignTemp;

**begin**

DayTemp1 [1] := 54;

DayTemp1 [2] := 52;

...

DayTemp1 [24] := 66;

DayTemp1 [25] := 67; *// compile-time error*

Una matriz puede tener más de una dimensión, como en los siguientes ejemplos :

**type**

MonthTemps = **array** [1..24, 1..31] **of** Integer;

YearTemps = **array** [1..24, 1..31, Jan..Dec] **of** Integer;

Estos dos tipos de vector se construyen esencialmente sobre los mismos tipos. Así que puede declararlos utilizando los tipos de datos precedentes, como en el siguiente código :

**type**

MonthTemps = **array** [1..31] **of** DayTemperatures;

YearTemps = **array** [Jan..Dec] **of** MonthTemps;

Esta instrucción invierte el orden de los índices como se muestra arriba, pero también permite adjudicar bloques enteros entre las variables. Por ejemplo, la siguiente instrucción copia las temperaturas de enero a febrero :

**var**

ThisYear: YearTemps;

**begin**

...

ThisYear[Feb] := ThisYear[Jan];

También puede definir un vector que *comience en el cero*, donde el límite ordinal inferior es cero. Generalmente, el uso de límites más lógicos es una ventaja, ya que no tiene que usar el índice 2 para acceder al tercer elemento, y así sucesivamente. Sin embargo, Windows utiliza invariablemente vectores que comienzan en el cero (porque está basado en el lenguaje C), y la biblioteca de componentes de Delphi tiene a hacer lo mismo.

Si necesita trabajar en un vector, puede siempre comprobar cuáles son sus límites, utilizando las funciones normalizadas *Low* y *High*, que devuelven los límites inferior y superior. Le recomiendo encarecidamente utilizar *Low* y *High* al operar sobre un vector, especialmente en bucles, ya que hace al código independiente del rango de la matriz. Más tarde, podrá cambiar el rango declarado de los índices del vector, y el código que use *Low* y *High* seguirá funcionando. Si escribe usted un bucle fijando el rango de un vector, tendrá que actualizar el código del bucle cuando cambie el tamaño del vector. *Low* y *High* hacen su código más fácil de mantener y más fiable.

Nota: Por cierto, no se produce un aumento en el gasto de recursos durante la ejecución por usar *Low* y *High* con vectores. Son convertidos durante la compilación en expresiones constantes, no en llamadas a funciones. Esta conversión de expresiones y llamadas a funciones durante la compilación también ocurre con muchas otras funciones simples de sistema.

Delphi usa vectores principalmente en el formulario de propiedades de vectores. Ya hemos visto un ejemplo de tal propiedad en el ejemplo TimeNow, para acceder la propiedad *Items* de un componente ListBox. Le mostraré algunos ejemplos más de propiedades de vectores en el [**siguiente capítulo**](http://www.marcocantu.com/epascal/Spanish/ch05stat.htm), cuando discuta los bucles Delphi.

Nota: Delphi 4 introdujo los vectores dinámicos en Object Pascal, esto es, vectores que se pueden cambiar de tamaño durante la ejecución, adjudicándoles la cantidad adecuada de memoria. Es fácil usar vectores dinámicos, pero para esta discusión de Pascal consideré que no era adecuado tratarlos. Puede encontrar una descripción de los vectores dinámicos de Delphi en el [**Capítulo 8**](http://www.marcocantu.com/epascal/Spanish/ch08mem.htm).

**Tipos de registro (*record*)**

Los tipos *record* definen colecciones fijas de elementos de distintos tipos. Cada elemento, o *campo*, tiene su propio tipo. La definición de un tipo *record* incluye todos estos campos, dándole un nombre a cada uno, que se utiliza para acceder a él posteriormente.

Aquí aparece un pequeño listado con la definición de un tipo *record*, la instrucción de una variable de tal tipo, y algunas instrucciones en que se utiliza esta variable :

**type**

Date = **record**

Year: Integer;

Month: Byte;

Day: Byte;

**end**;

**var**

BirthDay: Date;

**begin**

BirthDay.Year := 1997;

BirthDay.Month := 2;

BirthDay.Day := 14;

Las clases y los objetos se pueden considerar una extensión del tipo *record*. Las bibliotecas de Delphi tienden a usar tipos de clase en vez de de *record*, pero hay muchos tipos *record* definidos por el API de Windows.

Los tipos *record* también pueden tener una parte variante, esto es, campos múltiples pueden ser relacionados con la misma área de memoria, incluso si son de un tipo de datos distinto. (Esto equivale a una unión en el lenguaje C.) También puede utilizar estos campos variantes o grupos de campos para acceder al mismo lugar de la memoria dentro de un *record*, pero considerando esos valores desde perspectivas distintas. Los principales usos de este tipo eran almacenar datos similares, pero distintos, y obtener un efecto similar al de *typecasting* (algo menos útil ahora que éste también ha sido introducido en Pascal). El uso de tipos de *record* variantes ha sido reemplazado en gran parte por técnicas orientadas a objetos, y otras técnicas modernas, aunque Delphi los usa en algunos casos peculiares.

El uso de un tipo *record* variante no es a prueba de tipos , y no representa una práctica de programación recomendable, especialmente para principiantes. Los programadores expertos pueden, de hecho, utilizar tipos *record* variantes, y las bibliotecas básicas de Delphi los usan. En cualquier caso, no necesitará ocuparse en ellas hasta que sea realmente un programador experto.

**Punteros [*pointers*]**

Un tipo puntero define una variable que contiene la dirección de memoria de otra variable de un tipo de datos dado (o indefinido). Así, una variable de puntero apunta indirectamente a un valor. La definición de un tipo puntero no está basada en una palabra clave (*keyword*) específica, sino que usa un carácter especial, en vez de ello. Dicho símbolo es el acento circunflejo (^) :

**type**

PointerToInt = ^Integer;

Una vez que haya definido una variable puntero, puede asignarla a la dirección de otra variable del mismo tipo, usando el operador @ :

**var**

P: ^Integer;

X: Integer;

**begin**

P := @X;

*// change the value in two different ways*

X := 10;

P^ := 20;

Cuando tenga un puntero *P*, con la expresión *P* se referirá a la dirección de la posición de memoria a que apunta el puntero, y con la expresión *P^* al contenido real de aquella dirección. Por esta razón, en el fragmento de código de arriba, *^P* corresponde a *X*.

En vez de referirse a una posición de memoria existente, un puntero se puede referir a un nuevo bloque de memoria asignado dinámicamente (en el área de memoria *heap*) con el procedimiento *New*. En este caso, cuando deje de necesitar el puntero, deberá deshacerse de la memoria que adjudicó dinámicamente, haciendo una llamada al procedimiento *Dispose*.

**var**

P: ^Integer;

**begin**

*// initialization*

New (P);

*// operations*

P^ := 20;

ShowMessage (IntToStr (P^));

*// termination*

Dispose (P);

**end**;

Si un puntero no tiene valor, puede asignarle el valor *nil* (vacío). Entonces, puede comprobar si un puntero es *nil* para ver si actualmente apunta a algún valor. Esto se hace a menudo, porque desreferenciar un puntero inválido causa una infracción de acceso (también llamada fallo de protección general, GPF) :

procedure TFormGPF.BtnGpfClick(Sender: TObject);

var

P: ^Integer;

begin

P := nil;

ShowMessage (IntToStr (P^));

end;

Puede usted ver un ejemplo del efecto de esta porción de código ejecutando el ejemplo GPF (u observando la figura correspondiente, 4.4). El ejemplo contiene también los fragmentos de código que aparecen arriba.

***Figura 4.4: El error de sistema que resulta de acceder a un puntero nil , del ejemplo GPF.***
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En el mismo programa encontrará un ejemplo de acceso seguro a datos. En este segundo caso, el puntero es asignado a una variable local existente, y puede ser utilizado con seguridad, pero a pesar de ello he añadido una comprobación de seguridad :

**procedure** TFormGPF.BtnSafeClick(Sender: TObject);

**var**

P: ^Integer;

X: Integer;

**begin**

P := @X;

X := 100;

**if** P **nil then**

ShowMessage (IntToStr (P^));

**end**;

Delphi también define un tipo de datos llamado *Pointer*, que indica punteros sin tipo (como el *void\** en el lenguaje C). Si necesita un puntero sin tipo, debería usar *GetMem* en vez de *New*. Se necesita el procedimiento *GetMem* cuando el tamaño de la variable de memoria a que se desea apuntar no esté definido.

El hecho de que los punteros son raramente necesarios en Delphi es una ventaja interesante de este entorno. Sin embargo, entender a los punteros es importante para programación avanzada y para una comprensión completa del modelo de objetos de Delphi, que usa punteros "tras el telón".

Nota: Aunque no se use punteros en Delphi muy a menudo, sí que se usa un tipo de construcción muy similar : las referencias. Cada ejemplo de objeto es, en realidad, un puntero implícito a los datos que contiene. De cualquier forma, esto es absolutamente transparente al programados, que usa variables de objeto como cualquier otro tipo de datos.

**Tipos de archivo [*file*]**

Otro constructor de tipos específico de Pascal es el tipo *file*. Los tipos de archivo representan archivos de disco físicos, lo cual es, ciertamente, una peculiaridad del lenguaje Pascal. Puede definir un nuevo tipo de archivo como sigue :

**type**

IntFile = **file of** Integer;

Entonces puede abrir un archivo físico asociado a esta estructura y escribir valores enteros en él, o leer los valores del mismo.

**Nota del autor** : Ejemplos basados en archivos fueron parte de versiones anteriores a *Mastering Delphi 5* [en español, *Delphi 4*]. Tengo previsto incluirlos también aquí.

El uso de los archivos en Pascal es bastante intuitivo, pero en Delphi hay también algunos componentes que son capaces de almacenar o cargar su contenido de o a un archivo. Hay alguna ayuda para hacer esto en serie, en forma de flujos (*streams*), y también se apoya el uso de bases de datos.

**Conclusión**

Este capítulo, que discute tipos de datos definidos por el usuario completan la información que damos sobre el sistema de tipos de Pascal. Ahora estamos preparados para investigar las instrucciones que proporciona este lenguaje para operar sobre las variables que hemos definido.

**Capítulo siguiente:** [**Instrucciones**](http://www.marcocantu.com/epascal/Spanish/ch05stat.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 5 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch05stat.htm) Instrucciones** |

Si los tipos de datos forman una de las bases de la programación en Pascal, la otra la forman las instrucciones. Las instrucciones de este lenguaje de programación están basadas en palabras clave (*keywords*) y otros elementos que permiten indicarle a un programa una sucesión de operaciones a realizar. Las instrucciones a menudo se encierran en procedimientos o funciones, como veremos en el [**capítulo siguiente**](http://www.marcocantu.com/epascal/Spanish/ch06proc.htm). Ahora, nos ceñiremos al estudio de tipos básicos de comandos que pueden usarse para crear un programa.

**Instrucciones simples y compuestas**

Una instrucción en Pascal es simple si no contiene otras instrucciones. Ejemplos de instrucciones sencillas son las de asignación y las de llamada a procedimientos. Las instrucciones simples se separan con punto-y-comas :

X := Y + Z; *// asignación*

Randomize; *// llamada a un procedimiento*

Normalmente, las instrucciones se agrupan en instrucciones compuestas, delimitadas por los comandos *begin* y *end*. Una instrucción compuesta puede aparecer en lugar de una instrucción en Pascal, genérica. Sigue un ejemplo :

**begin**

A := B;

C := A \* 2;

**end**;

El punto y coma tras la última instrucción previa al *end* no es imprescindible, como se ve aquí :

**begin**

A := B;

C := A \* 2

**end**;

Ambas versiones son correctas. La primera incluye un punto y coma innecesario (pero inofensivo). El punto y coma es, de hecho, una instrucción nula, una instrucción sin código. Dése cuenta de que, a veces, las instrucciones nulas pueden ser utilizadas dentro de bucles, o en otros casos particulares.

Nota: Aunque estos punto-y-comas finales no tienen finalidad, tiendo a usarlos, y le sugiero que haga lo mismo. A veces, tras escribir un cierto número de líneas, podría necesitar añadir otra. Si el último punto y coma fue omitido en primera instancia, tendrá que añadirlo después, y esto resulta algo más engorroso que ponerlo desde un principio.

**Instrucciones de asignación**

Las asignaciones en Pascal usan el operador formado por dos puntos seguidos por el signo 'igual', una notación extraña para programadores acostumbrados a otros lenguajes. El operador =, utilizado para asignar valores en otros lenguajes de programación, se usa en Pascal para comprobar la igualdad de dos valores.

Nota: Al usar distintos símbolos para asignación y para prueba de igualdad, el compilador de Pascal (como el de C) puede traducir código fuente más rápidamente, porque no necesita examinar el contexto en que el operador se utiliza, para determinar su significado. El uso de dos operadores diferentes también hace que el código sea más fácil de leer al ser humano.

**Instrucciones condicionales**

Una instrucción condicional se usa para ejecutar bien una de las instrucciones que incluye o ninguna, dependiendo de cierta comprobación. Hay dos tipos básicos de instrucciones condicionales: instrucciones *if* e instrucciones *case*.

**Instrucciones *If***

La instrucción *if* puede usarse para ejecutar una instrucción sólo si se cumple una cierta condición (*if-then*; si...entonces), o para elegir entre dos alternativas (*if-then-else*; si...entonces..., y, si no, ...) La condición viene expresada mediante una expresión Booleana. Un ejemplo sencillo en Delphi puede mostrar cómo escribir instrucciones condicionales. Primero, cree una aplicación nueva, y coloque dos casillas de selección y cuatro botones en el formulario. No cambie los nombres de los botones o las casillas de selección, sino haga doble clic en cada botón para añadir un gestor de eventos para el evento *OnClick* correspondiente. He aquí una instrucción *if* sencilla para el primer botón :

**procedure** TForm1.Button1Click(Sender: TObject);

**begin**

*// simple if statement*

**if** CheckBox1.Checked **then**

ShowMessage (*'CheckBox1 is checked'*)

**end**;

Cuando pulse botón, si la primera casilla de selección lleva un signo de activación, el programa mostrará un breve mensaje (vea la Figura 5.1). He usado la función ShowMessage porque es la función Delphi más sencilla que puede usar para mostrar un mensaje breve al usuario.

***Figura 5.1: El mensaje mostrado por el ejemplo IfTest cuando se pulsa el primer botón y la primera casilla de selección está activada.***
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Si pulsa el botón y no pasa nada, significa que la casilla no había sido activada. En un caso así, probablemente sería mejor hacer esto más explícito, como con el código para el segundo botón, que usa una instrucción if-then-else :

b>procedure TForm1.Button2Click(Sender: TObject);

**begin**

*// instrucción if-then-else*

**if** CheckBox2.Checked **then**

ShowMessage (*'La casilla CheckBox2 está activada'*)

**else**

ShowMessage (*'CheckBox2 NO está activada'*);

**end**;

Dése cuenta de que no puede colocar un punto y coma entre la primera instrucción y la palabra clave *else*, o el compilador mostrará un error de sintaxis. De hecho, la instrucción *if-then-else*, de hecho, es una sola instrucción, así que no puede colocar un punto y coma en medio de ella.

Una instrucción *if* puede ser bastante compleja. La condición puede ser convertida en una serie de condiciones (usando los operadores Booleanos *and*, *or* y *not*), o bien la instrucción *if* puede incluir otra instrucción *if*. Los dos últimos botones del ejemplo IfTest muestran estos casos :

**procedure** TForm1.Button3Click(Sender: TObject);

**begin**

*// instrucción de doble condición*

**if** CheckBox1.Checked **and** CheckBox2.Checked **then**

ShowMessage (*'Ambas casillas están activadas'*)

**end**;

**procedure** TForm1.Button4Click(Sender: TObject);

**begin**

*// instrucción if compuesta*

**if** CheckBox1.Checked **then**

**if** CheckBox2.Checked **then**

ShowMessage (*'Las casillas 1 y 2 están activadas'*)

**else**

ShowMessage (*'Sólo la casilla 1 está activada'*)

**else**

ShowMessage (

*'La casilla 1 no está activada. ¿A quién le importa la 2?'*)

**end**;

Observe detenidamente el código y ejecute el programa, para ver si lo entiende todo. Cuando tenga dudas sobre la conformación de un programa, escribir un programa muy simple como este, puede ayudarle a aprender mucho. Puede añadir más casillas de selección y aumentar la complejidad de este breve ejemplo, haciendo todas las pruebas que necesite.

**Instrucciones *Case***

Si sus instrucciones *if* se hacen muy complejas, a veces puede reemplazarlas con instrucciones *case*. Una instrucción *case* consiste en una expresión usada para seleccionar un valor, una lista de posibles valores, o una gama de valores. Estos valores son constantes, y deben ser únicos y de tipo ordinal. Finalmente, puede haber una instrucción *else* que sea ejecutada si ninguna de las etiquetas se corresponde con el valor del selector. Siguen dos ejemplos sencillos :

**case** Number **of**

1: Text := *'Uno'*;

2: Text := *'Dos'*;

3: Text := *'Tres'*;

**end**;

**case** MyChar **of**

'+' : Text := 'Signo más';

'-' : Text := 'Signo menos';

'\*', '/': Text := 'Multiplicación o división';

'0'..'9': Text := 'Número';

'a'..'z': Text := 'Minúscula';

'A'..'Z': Text := 'Mayúscula';

**else**

Text := 'Carácter desconocido';

**end**;

**Bucles en Pascal**

El lenguaje Pascal tiene las instrucciones recursivas típicas de la mayoría de lenguajes de programación, incluyendo las instrucciones *for*, *while* y *repeat*. La mayoría de lo que hacen estos bucles le resultará familiar si conoce otros lenguajes de programación, por lo que los comentaré muy brevemente.

**El bucle *For***

Este tipo de bucle, en Pascal, está basado estrictamente en un contador, que puede ser incrementado o decrementado, cada vez que se ejecuta el bucle.  
He aquí un ejemplo sencillo de un bucle *for* que se usa para añadir los primeros diez números.

**var**

K, I: Integer;

**begin**

K := 0;

**for** I := 1 **to** 10 **do**

K := K + I;

Esta misma instrucción *for* podría haber sido escrita usando un contador inverso :

**var**

K, I: Integer;

**begin**

K := 0;

**for** I := 10 **downto** 1 **do**

K := K + I;

El bucle *for* es menos flexible en Pascal que en otros lenguajes (no es posible especificar un incremento distinto de uno), pero es sencillo y fácil de entender. Si quiere incorporar una comprobación más compleja, o proporcionar un contador personalizado, necesitará usar una instrucción *while* o *repeat*, en vez de un bucle *for*.

Nota: El contador de un bucle for no tiene por qué ser un número. Puede ser un valor de cualquier tipo ordinario, como un carácter o un tipo enumerado.

**Instrucciones *While* y *Repeat***

La diferencia entre el bucle *while-do* (mientras ... haz) y el bucle *repeat-until* (repite ... hasta que) consiste en que el código de la instrucción *repeat* se ejecuta siempre al menos una vez. Puede comprender fácilmente por qué, observando un ejemplo sencillo :

**while** (I <= 100) **and** (J <= 100) **do**

**begin**

*// usamos I y J para calcular algo ...*

I := I + 1;

J := J + 1;

**end**;

**repeat**

*// usamos I y J para calcular algo ...*

I := I + 1;

J := J + 1;

**until** (I > 100) **or** (J > 100);

Si el valor inicial de *I* o *J* es mayor que 100, las instrucciones en el interior del bucle repeat-until son ejecutadas una vez, a pesar de ello.

La otra diferencia clave entre estos dos bucles es que el bucle *repeat-until* incluye una condición *inversa*. El bucle se ejecuta mientras la condición *no* se cumpla. Cuando sí lo hace, el bucle finaliza. Esto es lo contrario de lo que pasa con un bucle *while-do*, que se ejecuta mientras la condición sea cierta. Por esta razón tuve que invertir la condición en el código que aparece arriba, para obtener una instrucción equivalente.

**Un ejemplo de bucles**

Para explorar los detalles de los bucles, echemos un vistazo a un pequeño ejemplo en Delphi. El programa Loops destaca la diferencia entre un bucle con contador fijo y otro con un contador casi aleatorio. Comience con un proyecto nuevo, coloque una casilla de lista (*listbox*) y dos botones en el formulario principal, y déle a los botones un nombre propio (BtnFor y BtnWhile), estableciendo su propiedad Name en el Object Inspector. También puede quitar la palabra Btn de la propiedad Caption (e, incluso, finalmente, añadirle el carácter & para activar la siguiente letra como tecla de acceso directo). Aquí aparece lo más importante de la descripción en código de tal formulario :

**object** Form1: TForm1

Caption = 'Loops'

**object** ListBox1: TListBox ...

**object** BtnFor: TButton

Caption = '&For'

OnClick = BtnForClick

**end**

**object** BtnWhile: TButton

Caption = '&While'

OnClick = BtnWhileClick

**end**

**end**

***Figura 5.2: Cada vez que pulse el botón For del ejemplo Loops, la casilla de lista se llena con números correlativos.***
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Ahora podemos añadir algo de código a los eventos *OnClick* de sendos botones. El primero de ellos incluye un sencillo bucle *for* para representar una lista de números, como se ve en la Figura 5.2. Antes de ejecutar este bucle, que añade un cierto número de cadenas a la propiedad Items de la casilla de lista, es necesario eliminar el contenido de la casilla misma :

**procedure** TForm1.BtnForClick(Sender: TObject);

**var**

I: Integer;

**begin**

ListBox1.Items.Clear;

**for** I := 1 **to** 20 **do**

Listbox1.Items.Add (*'String '* + IntToStr (I));

**end**;

El código asociado con el segundo botón es un poco más complejo. En este caso, hay un bucle while basado en un contador, que se va incrementando de forma aleatoria. Para conseguir esto, he efectuado una llamada al procedimiento *Randomize*, que inicializa el generador de números aleatorios, y la función Random, con una gama de 100 valores. El resultado de esta función es un número entre 0 y 99, elegido al azar. La sucesión de números aleatorios controla cuántas veces se ejecuta el bucle *while*.

**procedure** TForm1.BtnWhileClick(Sender: TObject);

**var**

I: Integer;

**begin**

ListBox1.Items.Clear;

Randomize;

I := 0;

**while** I < 1000 **do**

**begin**

I := I + Random (100);

Listbox1.Items.Add (*'Random Number: '* + IntToStr (I));

**end**;

**end**;

Cada vez que pulse el botón While, los números son distintos, porque dependen del generador de números aleatorios. La Figura 5.3 muestra los resultados de dos clics de botón distintos. Observe que no sólo cambian los números generados de una vez a otra, sino también el número de elementos. Esto es, este bucle *while* se ejecuta un número aleatorio de veces. Si pulsa el botón While varias veces seguidas, verá que la casilla de lista tiene un número distinto de líneas.

***Figura 5.3: El contenido de la casilla de lista del ejemplo Loops cambia cada vez que se pulsa el botón While. Como el contador de bucle se incrementa con un valor aleatorio, cada vez que pulse el botón, el bucle se ejecuta un número distinto de veces.mes.***

![C:\Users\juan xcarlos\Desktop\flash cell\INF-120 'SF'\libro de programacion1\ch05stat_files\epf0503.gif](data:image/gif;base64,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)

Nota: Se puede alterar el flujo normal de la ejecución de un bucle, usando los procedimientos de sistema *Break* y *Continue*.   
El primero interrumpe el bucle; el segundo se usa para saltar directamente a la comprobación del bucle o al incremento del contador, siguiendo con la siguiente iteración del bucle (a no ser que la condición sea cero, o que el contador haya llegado a su máximo valor). Otros dos procedimientos de sistema, *Exit* y *Halt*, le permiten volver inmediatamente de la función o el procedimiento actual o finalizar el programa.

**La instrucción *With***

El último tipo de instrucción Pascal que comentaré es la instrucción *with*, que es específica de este lenguaje de programación (introducida recientemente en Visual Basic), y muy útil en la programación Delphi.

La instrucción *with* no es otra cosa que una abreviatura. Cuando necesite referirse a una variable de tipo registro (*record*) o a un objeto, en vez de repetir su nombre cada vez, puede usar una instrucción *with*. Por ejemplo, al presentar el tipo *record*, escribí este código :

**type**

Date = **record**

Year: Integer;

Month: Byte;

Day: Byte;

**end**;

**var**

BirthDay: Date;

**begin**

BirthDay.Year := 1997;

BirthDay.Month := 2;

BirthDay.Day := 14;

Mediante la instrucción *with* puedo mejorar la parte final de este código, como sigue :

**begin**

**with** BirthDay **do**

**begin**

Year := 1995;

Month := 2;

Day := 14;

**end**;

Este enfoque puede ser usado en progamas Delphi para referirse a componentes y otros tipos de clases. Por ejemplo, podemos reescribir la última parte del ejemplo anterior a este, usando una instrucción with para acceder a los elementos de la casilla de lista :

**procedure** TForm1.WhileButtonClick(Sender: TObject);

**var**

I: Integer;

**begin**

**with** ListBox1.Items **do**

**begin**

Clear; *// acceso directo*

Randomize;

I := 0;

**while** I < 1000 **do**

**begin**

I := I + Random (100);

*// shortcut:*

Add (*'Random Number: '* + IntToStr (I));

**end**;

**end**;

**end**;

Cuando trabaje con componentes o clases en general, la instrucción *with* le permitirá ahorrarse algo de código, en especial para campos anidados. Por ejemplo, suponga que necesita cambiar la anchura (Width) y el Color del lápiz de dibujo para un formulario. Puede aplicar el siguiente código :

Form1.Canvas.Pen.Width := 2;

Form1.Canvas.Pen.Color := clRed;

Pero, ciertamente, es más fácil escribir este otro :

**with** Form1.Canvas.Pen **do**

**begin**

Width := 2;

Color := clRed;

**end**;

Cuando se escribe código complejo, la instrucción *with* puede ser efectiva, y le ahorra la declaración de algunas variables temporales, pero tiene una desventaja. Puede hacer que el código sea más ilegible, en especial si está trabajando con distintos objectos que tienen propiedades similares o correspondientes entre sí.

Otra desventaja es que usar la instrucción *with* puede permitir la aparición de sutiles errores lógicos en el código, que el compilador no detectará. Por ejemplo :

**with** Button1 **do**

**begin**

Width := 200;

Caption := *'New Caption'*;

Color := clRed;

**end**;

Este código cambia el *Caption* y el *Width* del botón, pero afecta a la propiedad *Color* del formulario, ¡no del botón! La razón es que los componentes TButton no tienen propiedad Color, y, como el código se ejecuta para un objeto que forma parte de un formulario (estamos escribiendo un método para éste), se accede a este objeto por defecto. Si hubiéramos escrito, en su lugar ...

Button1.Width := 200;

Button1.Caption := *'New Caption'*;

Button1.Color := clRed; *// error!*

... el compilador habría mostrado un mensaje de error. En general, se puede decir que, como la instrucción *with* introduce nuevos identificadores en el ámbito actual, podríamos esconder identificadores presentes, o acceder por error a identificadores que se encuentran en el mismo ámbito (como en la primera versión de este fragmento de código). Incluso considerando este tipo de desventaja, le sugiero que se acostumbre a las instrucciones *with*, porque pueden ser realmente manejables, y a veces aun hacen que el código sea más legible.

De cualquier manera, debería evitar usar instrucciones múltiples, como :

**with** ListBox1, Button1 **do**...

El código que siguiese a esto sería, probablemente, muy ilegible, porque para cada propiedad definida en este bloque, tendría que plantearse a qué componente afecta, dependiendo de las propiedades respectivas y del orden de los componentes en la instrucción *with*.

Nota: Hablando de legibilidad, Pascal no tiene instrucción alguna de tipo *endif* ó *endcase*. Si una instrucción *if* incluye un bloque *begin-end*, el final de tal bloque marca el fin de esa instrucción. Por su parte, la instrucción *case* siempre acaba en *end*. Todas estas instrucciones *end*, que a menudo se encuentran una tras otra, pueden hacer que el código sea difícil de seguir. Sólo siguiendo las sangrías en el código se puede ver a qué instrucción afecta un *end* en particular. Una forma habitual de resolver este problema y hacer el código más legible es añadir un comentario tras la instrucción *end*, indicando su papel, como en :

**if** ... **then**

...

**end**; *// if*

**Conclusión**

En este capítulo se describe cómo se codifican instrucciones condicionales y bucles. En vez de escribir listas largas de tales instrucciones, los programas se desmembran normalmente en rutinas, procedimientos o funciones. Este es el asunto del siguiente capítulo, que introduce también algunos elementos avanzados de Pascal.

**Capítulo siguiente:** [**Procedimientos**](http://www.marcocantu.com/epascal/Spanish/ch06proc.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 6 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch06proc.htm) Procedimientos y funciones** |

Otra idea importante enfatizada por Pascal es el concepto de rutina, básicamente una serie de instrucciones con un único nombre, que pueden ser activadas muchas veces utilizando el mismo. De esta manera, se evita repetir las mismas instrucciones una y otra vez, y teniendo una única versión del código le permite modificarlo con efecto sobre todo el programa. Desde este punto de vista, puede pensar en las rutinas como el mecanismo básico de encapsulamiento de código. Volveré a tratar de este asunto con un ejemplo después de introducir la sintaxis de las rutinas en Pascal.

**Procedimientos y funciones en Pascal**

En Pascal, una rutina puede asumir dos formas: un procedimiento y una función. En teoría, un procedimiento es una operación que se pide a la computadora que realice, y una función es un cálculo que devuelve un valor. Esta diferencia se enfatiza por el hecho de que una función tiene un resultado, un valor de salida, mientras que un procedimiento no. Ambos tipos de rutinas pueden tener múltiples parámetros, de tipos de datos dados.

En la práctica, sin embargo, la diferencia entre funciones y procedimientos es muy limitada: puede hacer una llamada a una función para realizar cierta tarea y luego saltarse el resultado (que podría ser un código de error opcional o algo similar) o puede hacer una llamada a un procedimiento que transmite un resultado dentro de sus parámetros (más sobre parámetros de referencia se comentará más tarde en este capítulo).

Aquí están las definiciones de un procedimiento y dos versiones de la misma función, usando una sintaxis ligeramente distinta :

**procedure** Hello;

**begin**

ShowMessage ('Hello world!');

**end**;

**function** Double (Value: Integer) : Integer;

**begin**

Double := Value \* 2;

**end**;

*// ó, como alternativa*

**function** Double2 (Value: Integer) : Integer;

**begin**

Result := Value \* 2;

**end**;

El uso de Result en vez del nombre de la función para asignar el valor que devuelve una función se está haciendo bastante popular, y, en mi opinión, tiene a hacer el código más legible.

Una vez que estas rutinas han sido definidas, podemos hacer llamadas a ellas cuantas veces queramos. Al procedimiento se le hace una llamada para conseguir que realice su tarea, y se hace una llamada a la función para calcular un valor :

**procedure** TForm1.Button1Click (Sender: TObject);

**begin**

Hello;

**end**;

**procedure** TForm1.Button2Click (Sender: TObject);

**var**

X, Y: Integer;

**begin**

X := Double (StrToInt (Edit1.Text));

Y := Double (X);

ShowMessage (IntToStr (Y));

**end**;

**Nota**: Por el momento, no se preocupe de la sintaxis de los dos procedimientos que aparecen arriba, que son, de hecho, métodos. Sencillamente, coloque dos botones en un formulario Delphi, haga clic en ellos durante el diseño, y el IDE de Delphi generará el código de apoyo adecuado: ahora sólo tiene que cumplimentar las líneas entre *begin* y *end*. Para compilar el código de arriba necesitará añadir un control de edición al formulario.

Ahora podemos volver al concepto de encapsulación de código que introduje antes. Cuando haga una llamada a la función Double, no necesita saber cuál es el algoritmo usado para implementarlo. Si más tarde encuentra un método mejor para doblar el valor de un número, puede cambiar el código asociado a la función, con facilidad, sin que se vea afectado el código de llamada a la función (¡aunque la ejecución será más rápida!). El mismo principio puede ser aplicado al procedimiento Hello: podemos modificar la salida del programa cambiando el código de este procedimiento, y el método Button2Click cambiará su efecto automáticamente. He aquí cómo podemos cambiar el código :

**procedure** Hello;

**begin**

MessageDlg (*'Hello world!'*, mtInformation, [mbOK]);

**end**;

**Consejo:** Cuando efectúa una llamada a una función o procedimiento Delphi, o a cualquier método VCL, debería recordar el número y tipo de los parámetros. El editor de Delphi le ayuda sugiriendo la lista de parámetros de una función o procedimiento con un *hint* emergente en cuanto usted introduce el nombre de la función o procedimiento, y abre paréntesis. Esta característica se llama Code Parameters (parámetros de código) y es parte de la tecnología Code Insight.

**Parámetros de referencia**

Las rutinas en Pascal permiten la transmisión de parámetros mediante valores y por referencias. Transmitir parámetros mediante valores es lo normal: el valor se copia a la pila (*stack*) y la rutina usa y maneja la copia, no el valor original.

Transmitir un parámetro por referencia significa que su valor no se copia en la pila del parámetro formal de la rutina (evitar una copia a menudo significa que el programa se ejecuta más rápido). En su lugar, el programa hace uso del valor original, también en el código de la rutina. Esto permite al procedimiento o función cambiar el valor del parámetro. La transmisión de parámetros por referencia se expresa con la palabra clave *var*.

Esta técnica está disponible en la mayoría de lenguajes de programación. No está presente en C, pero ha sido introducida en C++, donde se usa el símbolo & (transmisión por referencia). En Visual Basic, cada parámetro no especificado mediante ByVal es transmitido por referencia.

He aquí un ejemplo de transmisión de un parámetro por referencia mediante el uso de la palabra clave *var*:

Here is an example of passing a parameter by referene using the *var* keyword:

**procedure** DoubleTheValue (**var** Value: Integer);

**begin**

Value := Value \* 2;

**end**;

En este caso, el parámetro se usa tanto para transmitir un valor al procedimiento como para devolver un nuevo valor al código de llamada. Cuando se escribe ...

**var**

X: Integer;

**begin**

X := 10;

DoubleTheValue (X);

... el valor de la variable X se convierte en 20, porque la función usa una referencia a la posición de memoria original de X, afectando a su valor inicial.

La transmisión de parámetros por referencia tiene sentido para tipos ordinales, para cadenas tradicionales y para registros (*records*) de gran tamaño. Los objetos Delphi, de hecho, son siempre transmitidos mediante valores, porque ellos mismos son referencias. Por esta razón, transmitir un objeto por referencia tendría poco sentido (aparted de casos muy especiales), porque consistiría en transmitir una referencia a otra.

Las cadenas largas de Delphi tienen un comportamiento ligeramente distinto: se comportan como referencias, pero si se cambia una de las variables de cadena que apuntan a la misma cadena en memoria, esto se copia antes de actualizarla. Una cadena larga transmitida como parámetro de valor se comporta como una referencia sólo en términos de uso de la memoria y velocidad de la operación. Pero si modifica el valor de la cadena, el valor original no se ve afectado. Por el contrario, si transmite la cadena larga por referencia, puede alterar el valor original.

Delphi 3 introdujo un nuevo tipo de parámetro, *out*. Un parámetro *out* no tiene valor inicial, y se usa sólo para devolver un valor. Estos parámetros deberían usarse sólo para procedimientos y funciones COM; en general, es mejor ceñirse a los parámetros *var*, más eficientes. Excepto por no tener valor inicial, los parámetros out se comportan como parámetros *var*.

**Parámetros constantes**

Como alternative a los parámetros de referencia, puede usar un parámetro *const*. Ya que no puede asignar un nuevo valor a un parámetro constante dentro de una rutina, el compilador puede optimizar la transmisión de parámetros. El compilador puede elegir un enfoque similar para parámetros de referencia (o una referencia *const*, términos de C++), pero el comportamiento seguirá siendo similar a los parámetros de valor, porque el valor original no se verá afectado por la rutina.  
  
De hecho, si intenta compilar el siguiente código (trivial), Delphi producirá un error :

**function** DoubleTheValue (**const** Value: Integer): Integer;

**begin**

Value := Value \* 2; *// error de compilación*

Result := Value;

**end**;

**Parámetros de vector abierto (Open Array)**

Contrariamente a lo que sucede en C, una función o procedimiento Pascal siempre tiene un número fijo de parámetros. De cualquier forma, hay una manera de transmitir un número variable de parámetros a una rutina, utilizando un vector abierto.  
  
La definición básica de un parámetro de vector abierto es el de un vector abierto con tipo. Esto significa que se indica el tipo de parámetro, pero no se sabe cuántos elementos de tal tipo va a tener el vector. Aquí aparece un ejemplo de una definición así:

**function** Sum (const A: array of Integer): Integer;

**var**

I: Integer;

**begin**

Result := 0;

**for** I := Low(A) **to** High(A) **do**

Result := Result + A[I];

**end**;

Usando High(A) podemos averiguar el tamaño del vector. Tenga en cuenta también el uso del valor de salida de la función, Result, que consiste en almacenar valores temporales. Puede hacer una llamada a esta función transmitiéndole un valor de expresiones enteras (Integer) :

X := Sum ([10, Y, 27\*I]);

Dado un vector de enteros, de cualquier tamaño, puede transmitirlo directamente a una rutina que requiera un parámetro de vector abierto o, en su lugar, hacer una llamada a la función Slice para transmitir sólo una porción del vector (como lo indique su segundo parámetro). He aquí un ejemplo, donde el vector completo se transmite como parámetro:

**var**

List: **array** [1..10] **of** Integer;

X, I: Integer;

**begin**

*// initialize the array*

**for** I := Low (List) **to** High (List) **do**

List [I] := I \* 2;

*// call*

X := Sum (List);

Si desea transmitir sólo una porción del vector a la función Slice, simplemente efectúe la llamada de esta manera :

X := Sum (Slice (List, 5));

Podrá encontrar todos los fragmentos de código que aparecen en esta sección, dentro del ejemplo OpenArr (vea la Figura 6.1, más abajo, para el formulario)

***Figura 6.1: El ejemplo OpenArr, cuando se pulsa el botón Partial Slice***
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Los vectores abiertos con tipo de Delphi 4 son totalmente compatibles con los vectores dinámicos (introducidos en Delphi 4 y discutidos en el Capíitulo 8). Los vectores dinámicos usan la misma sintaxis que los vectores dinámicos, con la diferencia de que puede usar una notación como *array of Integer* para declarar una variable, no sólo para transmitir un parámetro.

**Parámetros de vector abierto, de tipo variable**

Aparte de estos vectores abiertos con tipo, Delphi le permite definir vectores de tipo variable o sin tipo. Este tipo especial de vector tiene un número de valores indefinido, lo que puede ser más fácil de manejar a la hora de transmitir parámetros.  
  
Técnicamente, la forma vectorial *const* le permite transmitir un vector con un número indefinido de elementos de distintos tipos a una rutina, de una sola vez. Por ejemplo, he aquí la definición de la función Format (veremos cómo usarla en el [**Chapter 7**](http://www.marcocantu.com/epascal/Spanish/ch07str.htm), que trata de las cadenas):

function Format (const Format: string;

const Args: array of const): string;

El segundo parámetro es un vector abierto, que obtiene un número indefinido de valores. De hecho, puede hacer una llamada a tal función de las siguientes formas:

N := 20;

S := *'Total:'*;

Label1.Caption := Format (*'Total: %d'*, [N]);

Label2.Caption := Format (*'Int: %d, Float: %f'*, [N, 12.4]);

Label3.Caption := Format (*'%s %d'*, [S, N \* 2]);

Dése cuenta de que puede transmitir un parámetro bien como valor constante, el valor de una variable, o una expresión. Declarar una función de este tipo es sencillo, pero ¿cómo se codifica? ¿Cómo se sabe los tipos de los parámetros? Los valores de un parámetro de vector abierto de tipo variable son compatibles con los elementos de tipo *TVarRec*.

**Nota:** No confunda el registro *TVarRec* con el registro *TVarData* usado por el tipo Variant propiamente dicho. Estas dos estructuras tienen una finalidad distinta, y no son compatibles. Incluso la lista de tipos posibles es diferente, porque *TVarRec* puede contener tipos de datos de Delphi, mientras que *TVarData* puede contener tipos de datos OLE.

El registro *TVarRec* tiene la siguiente estructura :

**type**

TVarRec = **record**

**case** Byte **of**

vtInteger: (VInteger: Integer; VType: Byte);

vtBoolean: (VBoolean: Boolean);

vtChar: (VChar: Char);

vtExtended: (VExtended: PExtended);

vtString: (VString: PShortString);

vtPointer: (VPointer: Pointer);

vtPChar: (VPChar: PChar);

vtObject: (VObject: TObject);

vtClass: (VClass: TClass);

vtWideChar: (VWideChar: WideChar);

vtPWideChar: (VPWideChar: PWideChar);

vtAnsiString: (VAnsiString: Pointer);

vtCurrency: (VCurrency: PCurrency);

vtVariant: (VVariant: PVariant);

vtInterface: (VInterface: Pointer);

**end**;

Cada registro posible tiene el campo *VType*, aunque no es fácil de ver a primera vista, porque se declara sólo una vez, junto con los datos de tamaño entero, en sí (generalmente, una referencia o un puntero).

Usando esta información, podemos, de hecho, escribir una función capaz de operar sobre distintos tipos de datos. En él ejemplo de la función *SumAll*, quiero ser capaz de sumar valores de distintos tipos, transformando cadenas en enteros, caracteres en su valor ordinal correspondiente, y añadiendo 1 a los valores True Booleanos. El código está basado en una instrucción *case*, y es bastante simple, aunque tengamos que desreferenciar punteros a menudo :

**function** SumAll (**const** Args: **array of const**): Extended;

**var**

I: Integer;

**begin**

Result := 0;

**for** I := Low(Args) **to** High (Args) **do**

**case** Args [I].VType **of**

vtInteger: Result :=

Result + Args [I].VInteger;

vtBoolean:

**if** Args [I].VBoolean **then**

Result := Result + 1;

vtChar:

Result := Result + Ord (Args [I].VChar);

vtExtended:

Result := Result + Args [I].VExtended^;

vtString, vtAnsiString:

Result := Result + StrToIntDef ((Args [I].VString^), 0);

vtWideChar:

Result := Result + Ord (Args [I].VWideChar);

vtCurrency:

Result := Result + Args [I].VCurrency^;

**end**; *// case*

**end**;

He añadido este código al ejemplo OpenArr, que hace una llamada a la función *SumAll* cuando se pulsa un botón dado :

**procedure** TForm1.Button4Click(Sender: TObject);

**var**

X: Extended;

Y: Integer;

**begin**

Y := 10;

X := SumAll ([Y \* Y, *'k'*, True, 10.34, '99999']);

ShowMessage (Format (

*'SumAll ([Y\*Y, ''k'', True, 10.34, ''99999'']) => %n'*, [X]));

**end**;

Puede ver la salida de esta llamada, y el formulario del ejemplo OpenArr, en la Figura 6.2.

***Figura 6.2: El formulario form del ejemplo OpenArr, mostrando la ventana de mensajes cuando se pulsa el botón Untyped.***
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**Convenios de llamada en Delphi**

La versión de 32 bits de Delphi ha introducido un nuevo enfoque a la transmisión de parámetros, llamada *fastcall*: cuandoquiera que sea posible, hasta tres parámetros pueden ser transmitidos en registros CPU, haciendo la llamada a la función mucho más rápida. El convenio de llamada rápida (usado por defecto en Delphi 3) se indica mediante la palabra clave *register*.

El problema es que este es el convenio por defecto, y las funciones que lo usan no son compatibles con Windows: las funciones de la API de Win32 tienen que ser declaradas usando el convenio de llamada *stdcall*, una mezcla del convenio de llamada original de Pascal para la API Win16 y el convenio de llamada *cdecl* del lenguaje C.  
  
No hay, en general, ninguna razón para no usar el nuevo convenio de llamada rápida, a no ser que haga llamadas externas Windows o defina funciones *callback* Windows. Veremos un ejemplo usando el convenio stdcall antes del fin de este capítulo. Podrá encontrar un sumario de los convenios de llamada de Delphi en la sección "Calling conventions" de la ayuda de Delphi.

**¿Qué es un método?**

Si ya ha trabajado con Delphi o ha leído los manuales, seguramente habrá oído hablar del término *método*. Un método es un tipo especial de función o procedimiento relacionado con un tipo de datos, una clase. En Delphi, cada vez que manejamos un evento, necesitamos definir un método, generalmente un procedimiento. En general, sin embargo, el término *método* se usa para indicar ambas funciones y procedimientos relacionados con una clase.

Ya hemos visto un cierto número de métodos en los ejemplos en este y los capítulos anteriores. Sigue un método vacío, añadido automáticamente por Delphi al código fuente de un formulario :

**procedure** TForm1.Button1Click(Sender: TObject);

**begin**

*{here goes your code}*

**end**;

**Declaraciones *forward***

Cuando necesite usar un identificador (de cualquier tipo), el compilador debe haber visto ya algún tipo de declaración para saber a qué apunta el identificador. Por esta razón, normalmente se proporciona una declaración completa antes de usar rutina alguna. De cualquier modo, hay casos en que esto no es posible. Si el procedimiento A hace una llamada al procedimiento B, y el procedimiento B hace lo propio con el A, cuando comience a escribir el código, tendrá que hacer una llamada a una rutina para la que el compilador aún no ha visto una declaración.

Si quiere declarar la existencia de un procedimiento o función con un cierto nombre y parámetros dados, sin proporcionar su código efectivo, puede escribir el procedimiento o función, seguido de la palabra clave *forward* :

**procedure** Hello; **forward**;

Más tarde, el código debería incluir una definición completa del procedimiento, pero este puede ser llamado incluso antes de ser totalmente definido. He aquí un ejemplo trivial, sólo para que se haga una idea :

**procedure** DoubleHello; **forward**;

**procedure** Hello;

**begin**

**if** MessageDlg (*'Do you want a double message?'*,

mtConfirmation, [mbYes, mbNo], 0) = mrYes **then**

DoubleHello

**else**

ShowMessage (*'Hello'*);

**end**;

**procedure** DoubleHello;

**begin**

Hello;

Hello;

**end**;

Este enfoque permite escribir recursividad mutua: *DoubleHello* hace una llamada a Hello, pero, por su parte, Hello podría llamar a *DoubleHello*. Por supuesto, tiene que haber una condición que ponga fin a la recursión, para evitar el desbordamiento de la pila. Puede encontrar este código, con ligeros cambios, en el ejemplo DoubleH.

Aunque la declaración de un procedimiento *forward* no es muy común en Delphi, hay un caso similar, que es mucho más frecuente. Cuando declara un procedimiento o función en la porción de la interfaz, dentro de una unidad (lea más sobre unidades en el [**siguiente capítulo**](http://www.marcocantu.com/epascal/Spanish/ch07str.htm)), se la considera una declaración *forward*, incluso aunque la palabra clave *forward* no esté presente. De hecho, no puede escribir el cuerpo de una rutina en la porción de la interfaz de una unidad. Al mismo tiempo, debe proporcionar en la misma unidad la implementación efectiva de cada rutina que haya declarado.  
  
Esto también es cierto para la declaración de un método en el interior de un tipo de clase que haya sido generado automáticamente por Delphi (al añadir un evento a un formulario o uno de sus componentes). Los gestores de eventos declarados en el interior de una clase *TForm* son declaraciones *forward*: el código será proporcionado en la porción de implementación de la unidad. He aquí un extracto del código fuente de un ejemplo anterior, con la declaración del método *Button1Click* :

**type**

TForm1 = **class**(TForm)

ListBox1: TListBox;

Button1: TButton;

**procedure** Button1Click(Sender: TObject);

**end**;

**Tipos de procedimiento**

Otra característica que hace único a Object Pascal es la presencia de tipos de procedimiento. Este tema es un aspecto realmente avanzado, que sólo unos pocos programadores en Delphi usarán regularmente. Sin embargo, ya que discutiremos temas relacionados en capítulos posteriores (en concreto, punteros de método, una técnica muy usada en Delphi), merece la pena echarle un vistazo rápido. Si es usted un programador en sus comienzos, puede saltarse esta sección por ahora, y volver a ella cuando se sienta preparado.

En Pascal, existe el concepto de tipo de procedimiento (que es similar al concepto de *puntero de función* del lenguaje C). La declaración de un tipo de procedimiento indica la lista de parámetros y, en el caso de las funciones, el tipo de salida. Por ejemplo, se puede declarar el tipo de procedimiento con un parámetro Integer transmitido por referencia como :

**type**

IntProc = **procedure** (**var** Num: Integer);

Este tipo de procedimiento es compatible con cualquier rutina que tenga exactamente los mismos parámetros (o la misma firma de función (*function signature*), parafraseando el argot de C). Sigue un ejemplo de una rutina compatible:

**procedure** DoubleTheValue (**var** Value: Integer);

**begin**

Value := Value \* 2;

**end**;

Nota: En la versión de 16 bits de Delphi, las rutinas deben ser declaradas usando la directiva *far*, para poder utilizadas como valores efectivos de un tipo de procedimiento.

Los tipos de procedimiento pueden ser utilizados con dos fines diferentes: puede declarar variables de un tipo de procedimiento o transmitir un tipo de procedimiento --un puntero de función-- como parámetro a otra rutina. Dadas las declaraciones precedentes de tipo y procedimiento, puede escribir este código:

**var**

IP: IntProc;

X: Integer;

**begin**

IP := DoubleTheValue;

X := 5;

IP (X);

**end**;

Este código tiene el mismo efecto que la versión siguiente, más breve :

**var**

X: Integer;

**begin**

X := 5;

DoubleTheValue (X);

**end**;

La primera versión es claramente más compleja, así que ¿por qué deberíamos usarla? En algunos casos, ser capaz de decidir a qué función se debe hacer una llamada y efectuar ésta sólo más tarde, puede ser útil. Es posible construir un ejemplo complejo, usando este enfoque. Sin embargo, prefiero dejarle que explore uno bastante sencillo, que he llamado ProcType. Este ejemplo es más complejo que los que hemos visto hasta ahora, para hacer la situación un poco más realista.  
  
Sencillamente, cree un proyecto vacío, y coloque en él dos casillas circulares (*radio buttons*) y un botón, como se muestra en la Figura 6.3. Este ejemplo se basa en dos procedimientos. Uno de ellos se usa para doblar el valor del parámetro. Este procedimiento es similar a la versión que ya mostré en esta sección. Un segundo procedimiento se usa para triplicar el valor, y, por tanto, se llama TripleTheValue:

***Figura 6.3: El formulario del ejemplo ProcType.***
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**procedure** TripleTheValue (**var** Value: Integer);

**begin**

Value := Value \* 3;

ShowMessage (*'Value tripled: '* + IntToStr (Value));

**end**;

Ambos procedimientos muesrtran lo que está pasando, para hacernos saber que han sido llamados. Esta es una característica de depuración simple que puede usar para comprobar si y cuándo una cierta porción de código es ejecutada, en vez de añadir una interrupción para averiguarlo.

Cada vez que el usuario pulsa el botón Apply, uno de las dos procedimientos es ejecutado, dependiendo del estado de las casillas circulares. De hecho, cuando se tienen dos casillas circulares en un formulario, sólo una de ellas puede estar activada a la vez.   
Este código podría haber sido implementado comprobando el valor de las casillas circulares dentro del código correspondiente al evento OnClick del botón Apply. Para mostrar el uso de tipos de procedimiento, en su lugar, he usado un enfoque más largo, pero interesante. Cada vez que el usuario hace clic en una de las casillas circulares, uno de los procedimientos se almacena en una variable:

**procedure** TForm1.DoubleRadioButtonClick(Sender: TObject);

**begin**

IP := DoubleTheValue;

**end**;

Cuando el usuario hace clic en el botón, el procedimiento que hemos almacenado, se ejecuta :

**procedure** TForm1.ApplyButtonClick(Sender: TObject);

**begin**

IP (X);

**end**;

Para permitir que tres funciones distintas accedan a las variable IP y X, tenemos que hacerlas visibles a todo el formulario; no pueden ser declaradas de forma local (dentro de uno de los métodos). Una solución a este problema es situar estas variables dentro de la declaración del formulario :

**type**

TForm1 = **class**(TForm)

...

**private**

*{ Private declarations }*

IP: IntProc;

X: Integer;

**end**;

Veremos qué significa esto exactamente en el [**próximo capítulo**](http://www.marcocantu.com/epascal/Spanish/ch07str.htm), pero, por el momento, necesitará modificar el código generado por Delphi para el tipo de clase, como se indica arriba, y añadir la definición del tipo de procedimiento que mostré anteriormente. Para inicializar estas dos variables con valores adecuados, podemos manejar el evento *OnCreate* del formulario (seleccione este evento en el Object Inspector después de activar el formulario, o simplemente haga doble clic en el mismo). Le sugiero que consulte el listado para estudiar los detalles del código fuente de este ejemplo.

Puede ver un ejemplo práctico del uso de tipos de procedimiento en el Capítulo 9, en la sección [**"Funciones *callback* de Windows"**](http://www.marcocantu.com/epascal/Spanish/ch09win.htm#callback).

**Sobrecarga de funciones**

La idea de sobrecarga es sencilla: el compilador le permite definir dos funciones o procedimientos usando el mismo nombre, supuesto que los parámetros sean distintos. Al comprobar los parámetros, de hecho, el compilador puede determinar a cuál de las versiones de la rutina se refiere usted.

Considere esta sucesión de funciones extraída de la unidad Math de la VCL:

**function** Min (A,B: Integer): Integer; **overload**;

**function** Min (A,B: Int64): Int64; **overload**;

**function** Min (A,B: Single): Single; **overload**;

**function** Min (A,B: Double): Double; **overload**;

**function** Min (A,B: Extended): Extended; **overload**;

Cuando efectúe una llamada a Min (10, 20), el compilador determina fácilmente que está llamando a la primera función del grupo, con lo que el valor de salida será un entero (Integer).

Las reglas básicas son dos :

* Cada versión de la rutina debe ser seguida por la palabra clave *overload*.
* Las diferencias deben estar en el número o tipo de los parámetros, o en ambos. El tipo de salida, por sus parte, no puede ser utilizado para distinguir entre dos rutinas.

He aquí tres versiones sobrecargadas de un procedimiento ShowMsg que añadí al ejemplo OverDef (una aplicación que hace evidente la sobrecarga y parámetros por defecto):

**procedure** ShowMsg (str: string); **overload**;

**begin**

MessageDlg (str, mtInformation, [mbOK], 0);

**end**;

**procedure** ShowMsg (FormatStr: string;

Params: **array of const**); **overload**;

**begin**

MessageDlg (Format (FormatStr, Params),

mtInformation, [mbOK], 0);

**end**;

**procedure** ShowMsg (I: Integer; Str: string); **overload**;

**begin**

ShowMsg (IntToStr (I) + *' '* + Str);

**e**nd;

Las tres funciones muestran una ventana de mensajes con una cadena, después de dar formato a la cadena de distintas maneras. Siguen las tres llamadas del programa :

ShowMsg (*'Hello'*);

ShowMsg (*'Total = %d.'*, [100]);

ShowMsg (10, *'MBytes'*);

Lo que me sorprendió de forma positiva es que la tecnología de parámetros de código de Delphi (Code Parameters) funciona muy bien con procedimientos y funciones sobrecargados. Al introducir el paréntesis abierto tras el nombre de la rutina, se enumeran todas las alternativas disponibles. Al introducir los parámetros, Delphi usa su tipo para determinar cuál de las alternativas están aún disponibles. En la Figura 6.4 se puede ver, tras comenzar a teclear una cadena constante, que Delphi muestra sólo las versiones compatibles (omitiendo la versión del procedimiento ShowMsg que tiene un entero como primer parámetro).

***Figura 6.4: Las múltiples alternativas ofrecidas por Code Parameters para rutinas sobrecargadas son filtrados de acuerdo con los parámetros que ya están disponibles.***
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El hecho de que cada versión de una rutina sobrecargada debe ser marcada adecuadamente implica que no se puede sobrecargar una rutina existente de la misma unidad que no esté marcada con la palabra clave *overload*. (El mensaje de error que se obtiene cuando se intenta es "Previous declaration of '<name>' was not marked with the 'overload' directive" -- la declaración anterior de <nombre> no está marcada con la directiva 'overload'.) Sin embargo, puede sobrecargar una rutina que fue declarada originalmente en una unidad distinta. Esto se hace para conseguir compatibilidad con versiones anteriores de Delphi, que permitían que distintas unidades usasen el mismo nombre de rutina varias veces. Observe, de cualquier modo, que este caso especial no es una característica extra de la sobrecarga, sino una indicación de los problemas con que uno se puede encontrar.

Por ejemplo, puede añadir el siguiente código a una unidad :

**procedure** MessageDlg (str: string); **overload**;

**begin**

Dialogs.MessageDlg (str, mtInformation, [mbOK], 0);

**e**nd;

Este código realmente no sobrecarga la rutina MessageDlg original. De hecho, si escribimos ...

MessageDlg (*'Hello'*);

... obtendremos un simpático mensaje de error, que indicará que algunos de los parámetros faltan. La única manera para efectuar una llamada a la versión local en vez de a la de la VCL es aludir explícitamente a la unidad local -- nada más lejos de la idea de sobrecarga :

OverDefF.MessageDlg (*'Hello'*);
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Una característica nueva de Delphi 4 es que se puede dar un valor por defecto al parámetro de una función, y se puede hacer una llamada a la función con o sin dicho parámetro. Déjeme mostrarle un ejemplo. Podemos definir el siguiente encapsulamiento del método MessageBox del objeto global Application, que usa PChars en vez de cadenas, proveyendo dos parámetros por defecto:

**procedure** MessBox (Msg: string;

Caption: string = 'Warning';

Flags: LongInt = mb\_OK **or** mb\_IconHand);

**begin**

Application.MessageBox (PChar (Msg),

PChar (Caption), Flags);

**end**;

Con esta definición, podemos hacer una llamada al procedimiento en cualquiera de las siguientes formas :

MessBox (*'Something wrong here!'*);

MessBox (*'Something wrong here!'*, *'Attention'*);

MessBox (*'Hello'*, *'Message'*, mb\_OK);

En la Figura 6.5 puede verse que el Code Parameters de Delphi usan un estilo diferente para indicar los parámetros que tienen un valor por defecto, de manera que se puede determinar con facilidad qué parámetros pueden omitirse.

***Figura 6.5: El Code Parameters marca con corchetes los parámetros que tienen valores por defecto; se pueden omitir éstos en la llamada.***
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Observe que Delphi no genera código especial para ser compatible con los parámetros por defecto, ni tampoco crea copias múltiples de las rutinas. Los parámetros que faltan son, sencillamente, añadidos por el compilador al código de la llamada.

Hay una restricción importante que afecta al uso de los parámetros por defecto : no se puede uno "saltar" los parámetros. Por ejemplo, no es posible transmitir el tercer parámetro a la función tras haber omitido el segundo :

MessBox (*'Hello'*, mb\_OK); *// error*

Esta es la regla principal para los parámetros por defecto: en una llamada, sólo se puede omitir parámetros comenzando por el último. En otras palabras, para omitir un parámetro habrá de omitir también los siguientes.

Hay unas pocas reglas más para los parámetros por defecto :

* Los parámetros con valores por defecto deben estar al final de la lista de parámetros.
* Los valores por defecto deben ser constantes. Obviamente, esto limita los tupos que pueden usarse con los parámetros por defecto. Por ejemplo, un vector dinámico o un tipo de interfaz no puede tener un parámetro por defecto distinto de *nil*; además, los registros no pueden usarse.
* Los parámetros defecto tienen que ser transmitidos por valor o como *const*. Un parámetro de referencia (*var*) parameter no tiene nunca valor por defecto.

La presencia simultánea de parámetros por defecto y sobrecargas puede causar bastantes problemas, ya que estas características podrían entrar en conflicto. Por ejemplo, si añado al ejemplo anterior la siguiente nueva versión del procedimiento *ShowMsg* ...

**procedure** ShowMsg (Str: string; I: Integer = 0); **overload**;

**begin**

MessageDlg (Str + *': '* + IntToStr (I),

mtInformation, [mbOK], 0);

**end**;

... entonces, el compilador no se quejará -- se trata de una definición legal. Sin embargo, la llamada ...

ShowMsg ('Hello');

... es señalada por el compilador como Llamada sobrecargada ambigua a 'ShowMsg' (Ambiguous overloaded call to 'ShowMsg'). Dése cuenta de que este error aparece en una línea de código que se había compilado correctamente antes de la nueva definición sobrecargada. En la práctica, no hay manera de efectuar una llamada al procedimiento ShowMsg con un solo parámetro de cadena, ya que el compilador no sabría si queremos llamar a la versión que tiene sólo el parámetro de cadena o a aquella que tiene dicho parámetro más un parámetro entero con un valor por defecto.   
Cuando tiene tal duda, el compilador para y pide al programador que aclare sus intenciones.

**Conclusión**

Escribir procedimientos y funciones es un elemento clave de la programación, aunque en Delphi tenderá a escribir *métodos* -- procedimientos y funciones, conectados con clases y objetos.

En vez de pasar a discutir las características de orientación a objetos, los capítulos que siguen inmediatamente le darán algunos detalles sobre otros elementos de programación en Pascal, comenzando con las cadenas.

**Capítulo siguiente:** [**Manejo de cadenas (de caracteres)**](http://www.marcocantu.com/epascal/Spanish/ch07str.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 7 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch07str.htm) Manejo de cadenas** |

El manejo de cadenas de caracteres en Delphi es bastante sencillo, pero entre bastidores la situación es bastante compleja. Pascal sigue la forma tradicional de manejar cadenas, Windows tiene su propia manera de hacerlo, prestada del lenguaje C, y las versiones de 32 bits de Delphi incluyen un potente tipo de datos de cadena larga, que constituye el tipo de cadena por defecto en ese lenguaje.

**Tipos de cadenas (*strings*)**

En el Turbo Pascal de Borland y en el Delphi de 16 bits, el tipo de cadena típico es una sucesión de caracteres con un octeto (*byte*) al principio de aquella. Como la longitud se expresa en un solo byte, no puede exceder de 255 caracteres; pero este valor tan bajo crea muchos problemas a la hora de manipular cadenas. Cada cadena viene definida por un tamaño fijo (que, por defecto, es el máximo, 255), aunque puede declarar cadenas más cortas, para ahorrar espacio de memoria.

Un tipo *cadena* es muy similar a un tipo *vector*. De hecho, una cadena es casi un vector formado por caracteres. Esto se muestra en el hecho de que puede acceder a una cadena específica usando la notación [].

Para superar los límites de las cadenas en Pascal tradicionales, las versiones de Delphi en 32 bits permiten la existencia de cadenas largas. Hay, de hecho, tres tipos de cadenas:

* El tipo ShortString (*cadena corta*) correponde a las cadenas tradicionales de Pascal, descritas anteriormente. Estas cadenas tienen un límite de 255 caracteres y se corresponden con las cadenas en la versión de Delphi de 16 bits. Cada elemento de una cadena corta es del tipo ANSIChar (el tipo de carácter normal).
* El tipo ANSIString corresponde a las nuevas cadenas largas, de longitud variable. Estas cadenas son asignadas de forma dinámica, incluyen un contador de referencias, e implementan la técnica de copia por escritura (*copy-on-write*). El tamaño de tales cadenas es casi ilimitado (¡pueden almacenar hasta dos millardos de caracteres!). También están basados en el tipo ANSIChar.
* El tipo WideString es similar al ANSIString, pero está basado en el WideChar - almacena caracteres Unicode.

**Uso de cadenas largas**

Si sólo usamos el tipo de datos cadenas, obtenemos bien cadenas cortas o cadenas ANSI, dependiendo del valor de la directiva $H del compilador. $H+ (la opción por defecto) representa cadenas largas (el tipo ANSIString), que es lo que usan las componentes de la biblioteca Delphi.

Las cadenas largas en Delphi se basan en un mecanismo de contado de referencias, que contabiliza cuántas variables acceden a una misma cadena en la memoria. Este contado de referencias se usa también para liberar memoria cuando una cadena ya no se usa - esto es, cuando el contador de referencia alcanza el valor cero.

Si desea incrementar el tamaño de una cadena en la memoria pero hay otra cosa en la memoria adyacente, la cadena no puede crecer en esa posición, y por tanto debe hacerse una copia completa de la cadena en otro emplazamiento. Cuando ocurre esta situación, los algoritmos de ejecución de Delphi reasignan la variable por nosotros, de forma totalmente transparente. Simplemente establezca el tamaño de la cadena mediante el procedimiento SetLength, adjudicando de forma efectiva la cantidad requerida de memoria:

SetLength (String1, 200);

En realidad, el procedimiento SetLength realiza una petición de memoria, no una asignación directa de memoria. Reserva la cantidad de memoria requerida para usarla después, sin usar la memoria de hecho. Esta técnica se basa en una característica de los sistemas operativos Windows y es usado por Delphi en todas las asignaciones dinámicas de memoria. Por ejemplo, cuando establece un vector muy grande, su memoria se reserva, pero no se adjudica.  
  
Fijar la longitud de una cadena es raramente necesario. El único caso en que se debe asignar memoria a cadenas largas mediante SetLength es cuando hay que utilizarlas como parámetros para una función API (usando el *typecast* o modelado correspondiente), como le mostraré en breve.

**Un vistazo a las cadenas en memoria**

Para ayudarle a entender mejor los detalles de la gestión de memoria para las cadenas, he escrito un sencillo ejemplo StrRef. En este programa declaro dos cadenas globales: Str1 y Str2. Cuando se pulsa el primero de los dos botones, el programa asigna una cadena constante a la primera de las variables, y entonces asigna la segunda variable a la primera.

Str1 := *'Hello'*;

Str2 := Str1;

Aparte de trabajar con las cadenas, el programa muestra su estado interno en una casilla de lista, usando la siguiente función StringStatus :

**function** StringStatus (**const** Str: string): string;

**begin**

Result := *'Address: '* + IntToStr (Integer (Str)) +

*', Length: '* + IntToStr (Length (Str)) +

*', References: '* + IntToStr (PInteger (Integer (Str) - 8)^) +

*', Value: '* + Str;

**end**;

Es de importancia vital en la función *StringStatus* transmitir el parámetro de cadena como *const*. Transmitir este parámetro mediante copiado tendrá el efecto secundario de hacer una referencia adicional a la cadena mientras la función se ejecute. Por el contrario, transmitir el parámetro mediante un parámetro de referencia (*var*) o constante (*const*) no implica ulterior referencia a la cadena. En este caso usé un parámetro *const*, ya que no se espera de la función que modifique la cadena.

Para obtener la dirección de memoria de la cadena (útil para determinar su identidad actual y ver cuándo dos cadenas diferentes se refieren a la misma área de memoria), hice un *moldeado* (typecast) del tipo cadena al tipo entero, sin más. Las cadenas son, en la práctica, referencias, son punteros. Su valor contiene la posición en la memoria de la cadena.

Para extraer el contador de referencias, he basado el código en el hecho poco conocido de que el contador de la longitud y de referencias son, en realidad, almacenados en la cadena, antes del texto que la compone, y antes de la posición a que apunta la variable de cadena. El *offset* (negativo) es -4 para la longitud de una cadena (un valor que puede averiguarse más fácilmente usando la función Length), y -8 para el contador de referencias.

Tenga presente que esta información interna sobre offsets puede llegar a cambiar en futuras versiones de Delphi; tampoco hay garantía de que características similares que no aparecen en la documentación sigan disponibles en el futuro.

Ejecutando este ejemplo, debería obtener dos cadenas con el mismo contenigo, la misma posición de memoria, y un contador de referencias de valor 2, como se muestra en la parte superior de la casilla de lista, en la Figura 2.1. Ahora, si cambia el valor de una de las cadenas (no importa cuál), la posición de memoria de la cadena actualizada cambiará. Este es el efecto de la técnica de copia por escritura (*copy-on-write*).

***Figura 7.1: El ejemplo StrRef muestra el estado interno de dos cadenas, incluyendo el contador de referencia actual.***
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Podemos, de hecho, producir este efecto, mostrado en la segunda parte de la casilla de lista de la Figura 7.1, escribiendo el siguiente código para el gestor del evento OnClick del segundo botón :

**procedure** TFormStrRef.BtnChangeClick(Sender: TObject);

**begin**

Str1 [2] := *'a'*;

ListBox1.Items.Add (*'Str1 [2] := ''a'''*);

ListBox1.Items.Add (*'Str1 - '* + StringStatus (Str1));

ListBox1.Items.Add (*'Str2 - '* + StringStatus (Str2));

**end**;

Observe que el código del método *BtnChangeClick* puede ser ejecutado sólo después del método *BtnAssignClick*. Para reforzar esto, el programa comienza con el segundo botón desactivado (su propiedad Enabled se establece como False); activa el botón al final del primer método. Puede usted extender este ejemplo y usar la función StringStatus para explorar el comportamiento de cadenas largas en muchas otras circunstancias.

**Cadenas Delphi y el PChars de Windows**

Otro punto importante a favor del uso de cadenas largas es que son de terminación nula. Esto significa que son totalmente compatibles con las cadenas de terminación nula copiadas por Windows del lenguaje C. Una cadena de terminación nula es una sucesión de caracteres seguida por un byte a que se da valor cero (o nulo). Esto puede expresarse en Delphi usando un vector de caracteres comenzado en cero, como suele hacerse para implementar cadenas en el lenguaje C. Esta es la razón por la que los vectores de caracteres de terminación nula son tan comunes en las funciones API de Windows (basadas en el lenguaje C). Como las cadenas largas de Pascal son totalmente compatibles con las cadenas de terminación nula en C, se puede, sencillamente, usar cadenas largas y moldearlas (*typecast*) a PChar cuando sea necesario transmitir una cadena a una función API de Windows.

Por ejemplo, para copiar el título de un formulario a una cadena PChar (usando la función API GetWindowText) y luego copiarla a la leyenda de un botón, se puede escribir el siguiente código :

**procedure** TForm1.Button1Click (Sender: TObject);

**var**

S1: String;

**begin**

SetLength (S1, 100);

GetWindowText (Handle, PChar (S1), Length (S1));

Button1.Caption := S1;

**end**;

Encontrará este código en el ejemplo LongStr. Observe que si escribe este código pero no asigna la memoria a la cadena con SetLength, el programa probablemente se derrumbará. Si usa PChar para transmitir un valor (y no para recibir un valor, como en el ejemplo de arriba), el código es aún más simple, porque no hay necesidad de definir una cadena temporal y de inicializarla. La siguiente línea de código transmite la propiedad Caption de una etiqueta como parámtro a una función API, sencillamente moldeándola a PChar:

SetWindowText (Handle, PChar (Label1.Caption));

Cuando necesite moldear una cadena WideString a un tipo compatible Windows, deberá usar PWideChar en vez de PChar para dicha conversión. *Wide strings* se usan a menudo para programas OLE y COM.

Habiendo presentado la parte agradeable de este asunto, ahora quiero centrarme en los defectos. Hay algunos problemas que podrían aparecer al convertir una cadena larga en un PChar. Esencialmente, el problema subyacente es que tras esta conversión usted se hacer responsable de la cadena y su contenido, y Delphi no le ayudará más en ello. Observe el siguiente pequeño cambio hecho al primer fragmento de código que aparece arriba, Button1Click:

**procedure** TForm1.Button2Click(Sender: TObject);

**var**

S1: String;

**begin**

SetLength (S1, 100);

GetWindowText (Handle, PChar (S1), Length (S1));

S1 := S1 + *' is the title'*; *// esto no funciona*

Button1.Caption := S1;

**end**;

Este programa se compila, pero cuando lo ejecute, se llevará una sorpresa: la leyenda del botón llevará el texto original del título de la ventana, sin el texto de la cadena constante que se le añadió. El problema consiste en que cuando Windows escribe en la cadena (dentro de la llamada a la API GetWindowText), no establece adecuadamente la longitud de la cadena larga Pascal. Delphi aún puede usar esta cadena como salida y hacerse una idea de dónde finaliza, pudiendo buscar la terminación nula; pero si usted le añade más caracteres tras la terminación nula, serán ignorados.

¿ Cómo podemos resolver este problema ? La solución pasa por decirle al sistema que convierta la cadena devuelta por la llamada a la API GetWindowText, en una cadena tipo Pascal. Sin embargo, si escribe el siguiente código ...

S1 := String (S1);

... el sistema lo ignorará, porque convertir un tipo de datos en sí mismo es una operación inútil. Para obtener la cadena larga tipo Pascal adecuada, tendrá que remoldear la cadena a un PChar y dejar que Delphi la vuelva a convertir en una cadena :

S1 := String (PChar (S1));

De hecho, puede ahorrarse la conversión a cadena, porque las conversiones de PChar a cadena son automáticas en Delphi. Esta es la versión final del código :

**procedure** TForm1.Button3Click(Sender: TObject);

**var**

S1: String;

**begin**

SetLength (S1, 100);

GetWindowText (Handle, PChar (S1), Length (S1));

S1 := String (PChar (S1));

S1 := S1 + *' is the title'*;

Button3.Caption := S1;

**end**;

Una alternativa es restablecer la longitud de la cadena tipo Delphi, usando la longitud de la cadena PChar, escribiendo :

SetLength (S1, StrLen (PChar (S1)));

Encontrará tres versiones de este código en el ejemplo LongStr, que tiene tres botones para ser ejecutado. De cualquier forma, si sólo tiene que acceder al título de un formulario, puede simplemente utilizar la propiedad Caption del objeto formulario mismo. No es necesario escribir todo este código, que lleva a confusión. Sólo lo hemos mostrado para ilustrar los problemas de la conversión de cadenas. Hay casos prácticos en que necesitará hacer llamadas a funciones API, y entonces tendrá que considerar esta compleja situación.

**Formateo de cadenas**

Usando el operado 'más' (+) y algunas de las funciones de conversión (como IntToStr) se puede construir cadenas complejas a partir de valores existentes. Sin embargo, hay otra forma de enfocar el formateo de números, valores de unidades monetarias, y otras cadenas, para conseguir una cadena final. Puede usar la potente función Format o una de sus funciones anejas.

La función Format requiere como parámetros una cadena con el texto básico y algunos marcadores de formato (normalmente indicados mediante el prefijo %) y un vector de valores, uno por cada marcador. Por ejemplo, para convertir el formato de dos números en el de una cadena, se puede escribir :

Format (*'First %d, Second %d'*, [n1, n2]);

donde n1 y n2 son dos valores enteros (Integer). El primer marcador se reemplaza por el primer valor, el segundo por el segundo, y así sucesivamente. Si el tipo de salida del marcador (indicado por la letra que sigue al %) no encaja con el tipo del parámetro correspondiente, se produce un error de ejecución. No disponer de ninguna comprobación durante la compilación es, de hecho, la mayor desventaja de usar la función Format.

La función Format usa un parámetro de vector abierto (un parámetro que puede tener un número arbitrario de valores), algo que discutiré hacia el final del presente capítulo. Por el momento, sin embargo, tenga en cuenta que sólo sintaxis de tipo vector de la lista de valores que se transmite como segundo parámetro.

Aparte de usar %d, se puede hacer uso de muchos otros marcadores definidos por esta función, y que se enumeran en la Tabla 7.1. Estos marcadores proporcionan una salida por defecto para el tipo de datos dado. De cualquier modo, puede usar especificadores de formatos para alterar la salida por defecto. Un especificador de anchura, por ejemplo, determina un número fijo de caracteres en la salida, mientras un especificador de precisión especifica el número de cifras decimales. Por ejemplo,

Format ('%8d', [n1]);

convierte el número n1 en una cadena de ocho caracteres, alineando el texto a la derecha (use el símbolo 'menos' para especificar justificación a la izquierda), llenándola con espacios en blanco.

***Tabla 7.1: Especificadores de tipo, para la función Format.***

|  |  |
| --- | --- |
| **ESPECIFICADOR DE TIPO** | **DESCRIPCIÓN** |
| d (decimal) | El valor entero correspondiente se convierte en una cadena de cifras decimales. |
| x (hexadecimal) | El valor entero correspondiente se convierte en una cadena de cifras hexadecimales. |
| p (puntero) | El valor de puntero correspondiente se convierte en una cadena de cifras hexadecimales. |
| s (cadena) | La cadena, carácter, o PChar correspondiente se se copia a la cadena de salida. |
| e (exponencial) | El valor de coma flotante correspondiente se convierte en una cadena escrita en notación exponencial. |
| f (coma flotante) | El valor de coma flotante correspondiente se convierte en una cadena escrita en notación de coma flotante. |
| g (general) | El valor de coma flotante correspondiente se convierte en una cadena escrita en notación decimal, lo más corta posible. |
| n (número) | El valor de coma flotante correspondiente se convierte en una cadena escrita en notación de coma flotante con separadores de millar. |
| m (dinero) | El valor correspondiente de coma flotante se convierte en una cadena que representa una cantidad en cierta moneda. La conversión se basa en las opciones regionales -- vea la el apartado "Currency and date/time formatting variables" ayuda de Delphi. |

El mejor camino para ver ejemplos de estas conversiones es experimentar con cadenas de formato usted mismo. Para hacer esto más sencillo, he escrito el programa FmtTest, que permite al usuario proporcionar cadenas de formato para números enteros y de coma flotante. Como puede observar en la Figura 7.2, este programa muestra un formulario dividido en dos partes. La parte izquierda es para números enteros (Integer), la derecha para números de coma flotante.

En cada parte hay una primera casilla de edición con el valor numérico que quiere cambiar a formato de cadena. Bajo la primera casilla de edición hay un botón para realizar la operación de formato y mostrar el resultado en una ventana de mensajes. Aparte hay otra casilla de edición, donde puede escribir una cadena de formato. Como alternativa, puede, sencillamente, hacer clic en una de las líneas del componente ListBox, más abajo, para seleccionar una cadena de formateo predefinida. Cada vez que introduzca una nueva cadena de formateo, se añade a la correspondiente casilla de lista (advierta que cerrando el programa perderá estos nuevos ítems).

***Figura 7.2: La salida de un valor de coma flotante del programa FmtTest.  
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El código de este ejemplo simplemente usa el texto de los varios controles para producir la salida. Este es uno de los tres métodos conectados con los botones Show :

**procedure** TFormFmtTest.BtnIntClick(Sender: TObject);

**begin**

ShowMessage (Format (EditFmtInt.Text,

[StrToInt (EditInt.Text)]));

*// si el elemento no está, añádelo*

**if** ListBoxInt.Items.IndexOf (EditFmtInt.Text) < 0 **then**

ListBoxInt.Items.Add (EditFmtInt.Text);

**end**;

El código, básicamente, efectúa la operación de formateo, usando el texto de la casilla de edición EditFmtInt y el valor del control EditInt. Si la cadena de formato no está ya en la casilla de lista, se añade a la misma. Si el usuario, en lugar de ello, hace clic en un elemento de la casilla de lista, el código traslada tal valor a la casilla de edición :

**procedure** TFormFmtTest.ListBoxIntClick(Sender: TObject);

**begin**

EditFmtInt.Text := ListBoxInt.Items [

ListBoxInt.ItemIndex];

**end**;

**Conclusión**

Las cadenas de texto son, ciertamente, un tipo de datos muy común. Aunque se pueden usar sin reparos en la mayoría de los casos, sin entender cómo funcionan, este capítulo debe de haber dejado claro cómo se comportan exactamente las cadenas, haciendo posible usar todo el poder de este tipo de datos.0

Las cadenas se manejan en la memoria de una forma dinámica especial, como ocurre con los vectores dinámicos. Este es el tema del capítulo que sigue.

**Capítulo siguiente:** [**Memoria**](http://www.marcocantu.com/epascal/Spanish/ch08mem.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 8 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch08mem.htm) Memoria** |

**Nota del autor:** En un futuro, este capítulo cubrirá el manejo de la memoria, discutirá varias áreas de memoria, e introducirá vectores dinámicos. Por el momento, sólo esta última parte está disponible.

**Vectores dinámicos en Delphi 4**

Traditionalmente, en el lenguaje Pascal siempre se usaron vectores de tamaño fijo. Cuando se declara un tipo de dato usando el formato vectorial (*array*), se tiene que especificar el número de elementos del vector. Como saben los programadores expertos, existen unas pocas técnicas que pueden utilizarse para implementar vectores dinámicos, normalmente usando punteros y adjudicando y liberando manualmente la memoria requerida.

Delphi 4 introduce una implementación muy simple de los vectores dinámicos, modelándolos mediante el tipo dinámico de cadena larga que expuse anteriormente. Como las cadenas largas, los vectores dinámicos se adjudican de forma dinámica, e incluyen un contador de referencias, aunque no implementan la técnica de copia por escritura (*copy-on-write*). Esto no supone gran problema, ya que se puede vaciar un vector declarando su variable nula (*nil*).

Ahora, puede declarar un vector de forma simple, sin tener que especificar el número de elementos y luego adjudicarlos con un tamaño dado, utilizando el procedimiento SetLength. El mismo procedimiento nos servirá para cambiar el tamaño de un vector sin perder su contenido. Hay otros procedimientos referidos a las cadenas, como la función Copy, que pueden utilizarse sobre los vectores.

He aquí una pequeña muestra de código, sin mostrar la necesidad de declarar y adjudicar memoria al vector antes de empezar a usarlo:

**procedure** TForm1.Button1Click(Sender: TObject);

**var**

Array1: **array of** Integer;

**begin**

Array1 [1] := 100; *// error*

SetLength (Array1, 100);

Array1 [99] := 100; *// OK*

...

**end**;

Si sólo se indica el número de elementos del vector, el índice siempre comienza a contar desde el 0. Los vectores genéricos en Pascal pueden tener cota inferior no nula e índices no enteros. Este no es el caso en los vectores dinámicos. Para averiguar la condición de un vector dinámico, puede usar las funciones Length, High y Low, como con cualquier vector. Sin embargo, en el caso de vectores dinámicos, Low siempre devuelve el valor 0, y High el valor menos uno. Esto implica que para un vector vacío High vale -1 (que, si lo pensamos, es un valor extraño, ya que es inferior al dado por Low).

***Figura 8.1: El formulario del ejemplo DynArr***
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Tras esta breve introducción puedo mostrarle un sencillo ejemplo, llamado DynArr, que se muestra en la Figura 8.1. De hecho, es sencillo, ya que los vectores dinámicos no tienen nada de complejo. También lo utilizaré para mostrar algunos errores en que un programador puede incurrir. El programa declara dos vectores globales e inicializa el primero en el gestor de eventos OnCreate.

**var**

Array1, Array2: **array of** Integer;

**procedure** TForm1.FormCreate(Sender: TObject);

**begin**

*// adjudicar*

SetLength (Array1, 100);

**end**;

Esto iguala todos los valores a cero. Este código de inicialización hace posible comenzar a leer y escribir valores del vector sin más, sin temor a errores de memoria. (Asumiendo, por supuesto, que no intente acceder a nada que esté por encima del vector.) Para una inicialización aún mejor, el programa tiene un botón que escribe en cada celda del vector:

**procedure** TForm1.btnFillClick(Sender: TObject);

**var**

I: Integer;

**begin**

**for** I := Low (Array1) **to** High (Array1) **do**

Array1 [I] := I;

**end**;

El botón Grow permite modificar el tamaño del vector sin perder su contenido. Puede probar esto usando el botón *Get value* tras pulsar el botón Grow:

**procedure** TForm1.btnGrowClick(Sender: TObject);

**begin**

*// grow mantiene los valores existentes*

SetLength (Array1, 200);

**end**;

**procedure** TForm1.btnGetClick(Sender: TObject);

**begin**

*// extraer*

Caption := IntToStr (Array1 [99]);

**end**;

La única parte del código algo compleja corresponde al evento *OnClick* del botón Alias. El programa copia un vector al otro con el operador := , en realidad creando un *alias* (una nueva variable que apunta al mismo vector en memoria). Aquí, sin embargo, si modifica uno de los vectores, el otro también se ve afectado, ya que ambos se refieren a la misma área de memoria:

**procedure** TForm1.btnAliasClick(Sender: TObject);

**begin**

*// alias*

Array2 := Array1;

*// cambiar uno (cambian ambos)*

Array2 [99] := 1000;

*// mostrar el otro*

Caption := IntToStr (Array1 [99]);

El método *btnAliasClick* realiza una o dos operaciones. La primera es comprobar la igualdad de los vectores. Esto no comprueba los elementos que de hecho forman las estructuras, sino las áreas de memoria a que apuntan los vectores, comprobando si las variables son dos *alias* del mismo vector en memoria:

**procedure** TForm1.btnAliasClick(Sender: TObject);

**begin**

...

**if** Array1 = Array2 **then**

Beep;

*// truncar el primer vector*

Array1 := Copy (Array2, 0, 10);

**end**;

El segundo es una llamada a la función *Copy*, que no sólo mueve datos de un vector al otro, sino que también reemplaza el primer vector con uno nuevo, creado por la función. El efecto es que la variable *Array1* ahora apunta a un vector de 11 elementos, de tal forma que pulsar los botones *Get value* o *Set value* produce un error de memoria y muestra una excepción (a no ser que haya desactivado la comprobación de rango, en cuyo caso el error se produce igualmente, pero la excepción no se muestra). El código del botón Fill sigue funcionando perfectamente tras este cambio, ya que qué miembros del vector se han de modificar viene determinado por sus cotas actuales.

**Conclusión**

Por el momento, este capítulo cubre solamente variables dinámicas, que son un recurso importante para administrar la memoria, pero sólo son una parte del todo. Añadiré más material en el futuro.

La estructura de memoria descrita en este capítulo es típica de la programación en Windows, un tema que introduciré en el siguiente capítulo (sin extenderme al uso del VCL).

**Capítulo siguiente:** [**Programación bajo Windows**](http://www.marcocantu.com/epascal/Spanish/ch09win.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 9 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch09win.htm) Programación bajo Windows** |

Delphi proporciona una encapsulación completa de la API de Windows de bajo nivel, utilizando Object Pascal y la biblioteca de componentes visual (VCL), de forma que rara vez es necesario construir aplicaciones Windows utilizando Pascal tradicional y haciendo llamadas directas a funciones API de Windows. Con todo, los programadores que quieran utilizar algunas técnicas especiales no incluidas en la VCL aun tienen esa posibilidad el Delphi. Sólo es necesario este método en ciertos casos muy especiales, como el desarrollo de nuevas componentes Delphi basadas en llamadas a la API poco habituales, pero no mencionaré los detalles aquí. En su lugar, examinaremos algunos elementos de la interacción de Delphi con el sistema operativo y un par de técnicas de que se pueden aprovechar los programadores de Delphi.

**Handles en Windows**

Entre los tipos de datos introducidos por Windows en Delphi, los *handles* representan el grupo más importante. El nombre de este tipo de datos es *THandle*, y es definido en la unidad Windows como:

**type**

THandle = LongWord;

Los tipos de datos *handle* se implementan como números, pero no se usan como tales. En Windows, un *handle* es una referencia a una estructura de datos interna del sistema. Por ejemplo, cuando trabaja con una ventana (o un formulario Delphi), el sistema le da un *handle* a la ventana. El sistema le informa de que la ventana con que está trabajando lleva el número 142, por ejemplo. Desde ese momento, su aplicación puede pedirle al sistema que opere sobre la ventana número 142 — moviéndolo, cambiando su tamaño, reduciéndolo a un icono, etc. Muchas funciones API de Windows tienen, de hecho, un *handle* como primer parámetro. Esto no es sólo cierto para funciones que operan sobre ventanas; otras funciones API de Windows tienen como su primer parámetro un handle GDI, un handle de menú, un handle de instancias, un handle de mapa de bits u otro de los muchos tipos de handle.

En otras palabras, un handle es un código interno que se usa para referirse a un elemento específico manejado por el sistema, incluyendo una ventana, un mapa de bits, un icono, un bloque de memoria, un cursor, una fuente de caracteres, un menú, etc. En Delphi, rara vez necesitará acceder a los handles directamente, ya que se encuentran ocultos dentro de formularios, mapas de bits y otros objetos en Delphi. Resultan útiles cuando quiere hacer llamadas a funciones API de Windows no implementadas en Delphi.

Para completar esta descripción, he aquí un ejemplo sencillo que muestra el funcionamiento de los handles bajo Windows. El programa WHandle tiene un formulario sencillo, que contiene sólo un botón. En el código, respondo al evento OnCreate del formulario y al evento OnClick del botón, como se muestra en la siguiente definición textual del formulario principal:

**object** FormWHandle: TFormWHandle

Caption = *'Window Handle'*

OnCreate = FormCreate

**object** BtnCallAPI: TButton

Caption = *'Call API'*

OnClick = BtnCallAPIClick

**end**

**end**

Tan pronto como el formulario se crea, el programa busca el *handle* de la ventana que corresponde al formulario, accediendo a la propiedad Handle del formulario mismo. Hacemos una llamada a IntToStr para convertir el valor numérico del *handle* en una cadena de caracteres, y añadimos aquel al título del formulario, como se ve en la Figura 9.1:

**procedure** TFormWHandle.FormCreate(Sender: TObject);

**begin**

Caption := Caption + *' '* + IntToStr (Handle);

**end**;

Ya que *FormCreate* es un método de la clase del formulario, puede acceder a otras propiedades y métodos de la misma clase, directamente. Por tanto, en este procedimiento podemos apuntar, sencillamente, al Caption del formulario y a su propiedad Handle, de forma directa.

***Figura 9.1: El ejemplo WHandle muestra el handle de la ventana del formulario. Cada vez que ejecute este programa, obtendrá un valor distinto.***
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Si ejecuta este programa varias veces, en general obtendrá distintos valores para el handle. Este valor, de hecho, viene determinado por Windows, y es remitido a la aplicación. (Los handles nunca son establecidos por el programa, y no tienen valores predefinidos; son determinados por el sistema, que genera nuevos valores cada vez que usted ejecuta un programa.)

Cuando el usuario pulsa el botón, el programa simplemente hace una llamada a una función API, SetWindowText, que cambia el texto o título de la ventana transmitido como primer parámetro. Para ser más precisos, el primer parámetro de esta función API es el *handle* de la ventana que queremos modificar:

**procedure** TFormWHandle.BtnCallAPIClick(Sender: TObject);

**begin**

SetWindowText (Handle, *'Hi'*);

**end**;

Este código tiene el mismo efecto que el gestor de eventos anterior, que cambió el texto de la ventana dando un nuevo valor a la propiedad Caption (título) del formulario. En este caso, hacer una llamada a una función API no tiene sentido, ya que hay una técnica en Delphi más sencilla. Algunas funciones API, sin embargo, no tienen correspondencia en Delphi, como veremos en ejemplos más avanzados en el libro.

**Declaraciones externas**

Otros elementos importante para la programación bajo Windows viene representada por declaraciones externas. Utilizada en un principio para enlazar el código Pascal a funciones externas escritas en lenguaje ensamblador, la declaración externa se usa en la programación Windows para hacer una llamada a una función desde una DLL (una biblioteca de enlace dinámico). En Delphi, hay varias declaraciones tales en la unidad Windows:

*// declaración típica*

**function** LineTo (DC: HDC; X, Y: Integer): BOOL; **stdcall**;

*// declaration externa (en lugar de código)*

**function** LineTo; **external** *'gdi32.dll'* **name** *'LineTo'*;

Esta declaración significa que el código de la función LineTo está almacenado en la biblioteca dinámica GDI32.DLL (una de las más importantes en Windows), con el mismo nombre que estamos usando en nuestro código. Dentro de una declaración externa, de hecho, podemos especificar que nuestra función se refiera a la función de una DLL que originalmente tenía otro nombre.

Rara vez necesitará escribir declaraciones como la que acabamos de ilustrar, ya que ya están enumeradas en la unidad Windows y muchas otras unidades de sistema en Delphi. La única razón por la que pudiera necesitar escribir esta declaración externa es que necesitase hacer llamadas a funciones desde una DLL que se haya hecho a medida, o para hacer llamadas a funciones de Windows que no aparecen en la documentación.

Nota: en la versión de Delphi de 16 bits, la declaración externa utilizaba el nombre de la biblioteca sin la extensión, e iba seguida por la directiva de nombre (como en el código que aparece arriba) o por una directiva de índice alternativa, seguida por el número ordinal de la función dentro de la DLL. El cambio refleja un cambio en el sistema en relación a cómo se accede a las bibliotecas: a pesar de que Win32 aún permite acceder a las funciones de las DLL por su número, Microsoft ha declarado que esto no será posible en el futuro. Tenga en cuenta, también, que la unidad Windows reemplaza las unidades WinProcs y WinTypes de la versión de 16 bits de Delphi.

**Funciones *Callback* de Windows**

Hemos visto en el [**Capítulo 6**](http://www.marcocantu.com/epascal/Spanish/ch06proc.htm) que Object Pascal incluye tipos de procedimiento. Una práctica habitual de tipos de procedimiento es facilitar funciones *callback* a una función API de Windows.

Pero, ¿qué es una función *callback*? Se trata de una cierta función API que realiza una acción dada sobre una cierta cantidad de elementos internos del sistema, como todas las ventanas de cierto tipo. Tal función, también llamada función enumerada, requiere como parámetro la acción que ha de ejecutarse en cada elemento, que se transmite como una función o procedimiento compatible con un tipo de procedimiento dado. Windows usa las funciones callback en otras circunstancias, pero limitaremos nuestro estudio a este caso sencillo.

Ahora, considere la función API EnumWindows, que tiene el prototipo siguiente (copiado del archivo de ayuda de Win32):

BOOL EnumWindows(

WNDENUMPROC lpEnumFunc, *// dirección de la función callback*

LPARAM lParam *// valor definido por la aplicación*

);

Por supuesto, esta es la definición en lenguaje C. Podemos echar un vistazo al interior de la unidad Windows para obtener la definición correspondiente en lenguaje Pascal:

**function** EnumWindows (

lpEnumFunc: TFNWndEnumProc;

lParam: LPARAM): BOOL; **stdcall**;

Consultando el archivo de ayuda, encontramos que la función pasada como parámetro debería ser del siguiente tipo (de nuevo en C):

BOOL CALLBACK EnumWindowsProc (

HWND hwnd, *// handle of parent window*

LPARAM lParam *// application-defined value*

);

Esto se corresponde con la siguiente definición de tipo de procedimiento en Delphi:

**type**

EnumWindowsProc = **function** (Hwnd: THandle;

Param: Pointer): Boolean; **stdcall**;

El primer parámetro es el handle de la ventana principal a que le toca el turno, mientras que el segundo es el valor que hemos transmitido al efectuar la llamada a la función *EnumWindows*. De hecho, en Pascal, el tipo *TFNWndEnumProc* no está bien definido. Esto significa que necesitamos proporcionar una función con los parámetros adecuados y entonces utilizarla como puntero, tomando la dirección de la función, en vez de llamarla. Desgraciadamente, esto también significa que el compilador no proporcionará ayuda alguna en caso de que se produzca un error en el tipo de uno de los parámetros.

Windows exige a los programadores que sigan la convención de llamada *stdcall* cada vez que llamen a una función API de Windows o transmitan una función *callback* al sistema. Delphi, por defecto, usa una convención distinta, más eficiente, indicada por la palabra clave *register*.

He aquí la definición de una función compatible adecuada, que pasa el título de la ventana a una cadena, y lo añade a un ListBox de un formulario dado:

**function** GetTitle (Hwnd: THandle; Param: Pointer): Boolean; **stdcall**;

**var**

Text: string;

**begin**

SetLength (Text, 100);

GetWindowText (Hwnd, PChar (Text), 100);

FormCallBack.ListBox1.Items.Add (

IntToStr (Hwnd) + *': '* + Text);

Result := True;

**end**;

El formulario tiene un ListBox que cubre casi toda su área, junto con un pequeño panel en la parte superior, que incluye un botón. Cuando se pulsa dicho botón, se efectúa una llamada a la función API *EnumWindows*, y la función *GetTitle* se usa como parámetro :

**procedure** TFormCallback.BtnTitlesClick(Sender: TObject);

**var**

EWProc: EnumWindowsProc;

**begin**

ListBox1.Items.Clear;

EWProc := GetTitle;

EnumWindows (@EWProc, 0);

**end**;

Podría igualmente haber efectuado la llamada a la función sin almacenar el valor en una variable de tipo de procedimiento previdamente, pero quería dejar claro qué ocurre en este ejemplo. El efecto de este programa es, de hecho, bastante interesante, como se ver en la Figura 9.2. El ejemplo Callback muestra una lista de las ventanas principales que se encuentran presentes actualmente en el sistema. La mayoría de ellas son ventanas ocultas que normalmente no ve (y muchas de ellas no tienen ni siquiera título).

***Figura 9.2: La salida del ejemplo Callback, enumerando las ventanas principales actuales (visibles u ocultas).***
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**Un breve programa Windows**

Para completar la introducción a la programación bajo Windows en lenguaje Pascal, quisiera mostrarle una aplicación muy simple, pero completa, construida sin usar el VCL. El programa simplemente toma el parámetro de línea de comandos (almacenado por el sistema en la variable global *cmdLine*) y luego extrae información de él con las funciones de Pascal ParamCount y ParamStr Pascal. La primera de estas funciones devuelve el número de parámetros; la segunda devuelve el parámetro en una posición dada.

Aunque los usuarios rara vez usan parámetros de línea de comandos en un entorno de interfaz de usuario gráfica (GUI), los parámetros de línea de comandos de Windows son importantes para el sistema. Por ejemplo, una vez que se ha definido una asociación entre una extensión de archivo y una aplicación, se puede ejecutar un programa con sólo seleccionar un archivo asociado. En la práctica, cuando usted pincha dos veces (doble click) en un archivo, Windows inicia el programa asociado y transmite el archivo asociado como parámetro de línea de comandos.

Sigue el código fuente completo del proyecto (un archivo DPR, no PAS):

**program** Strparam;

**uses**

Windows;

**begin**

*// show the full string*

MessageBox (0, cmdLine,

*'StrParam Command Line'*, MB\_OK);

*// show the first parameter*

**if** ParamCount > 0 **then**

MessageBox (0, PChar (ParamStr (1)),

*'1st StrParam Parameter'*, MB\_OK)

**else**

MessageBox (0, PChar (*'No parameters'*),

*'1st StrParam Parameter'*, MB\_OK);

**end**.

El código de salida usa la función API *MessageBox*, simplemente para evitar introducir todo el VCL en el proyecto. Un programa Windows puro como el de arriba, tiene, de hecho, la ventaja de dejar una huella pequeña: el archivo ejecutable del programa comporta sólo 16 kB.

Para proporcionar un parámetro de línea de comandos a este programa, puede usar el comando de menú de Delphi Run > Parameters. Otra técnica es abrir el Explorador de Windows, localizar el directorio que contiene el archivo ejecutable del programa, y arrastrar el archivo que se quiere ejecutar al archivo ejecutable. El Explorador de Windows iniciará el programa usando el nombre del archivo arrastrado como parámetro de línea de comandos. La Figura 9.3 muestra tanto el Explorador como la salida correspondiente.

***Figura 9.3: Puede proporcionar un parámetro de línea de comandos al ejemplo StrParam arrastrando un archivo sobre el archivo ejecutable, en el Explorador de Windows.***
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**Conclusión**

En este capítulo hemos visto una introducción a bajo nivel a la programación Windows, discutiendo los *handles* y un programa Windows muy simple. Para tareas de programación habituales en Windows, en general usará las posibilidades de desarrollo en un entorno visual que proporciona Delphi, basadas en el VCL. Pero esto sobrepasa el ámbito de este libro, que se circunscribe al lenguaje Pascal.

El siguiente capítulo cubre los variantes, un añadido muy extraño al sistema de tipos de Pascal, introducido para proporcionar total compatibilidad OLE (*Object Linking and Embedding*).

**Capítulo siguiente:** [**Variantes**](http://www.marcocantu.com/epascal/Spanish/ch10var.htm)

|  |  |
| --- | --- |
| Logo | * [**www.marcocantu.com**](http://www.marcocantu.com/) * [**Marco's Delphi Books**](http://www.marcocantu.com/books) * [**Essential Pascal - Web Site**](http://www.marcocantu.com/epascal) * [**Essential Pascal - Local Index**](http://www.marcocantu.com/epascal/Spanish/default.htm) |
| **Marco Cantù Pascal Esencial** | **Capítulo 10 [Actualizar](http://www.marcocantu.com/EPascal/Spanish/ch10var.htm) Variantes** |

Para proporcionar plena compatibilidad con OLE, la versión de 32 bits de Delphi incluye el tipo de datos variante (*Variant*). Aquí, quiero discutir este tipo de datos desde una perspectiva general. El tipo Variant tiene, de hecho, un efecto omnipresente en todo el lenguaje, y la biblioteca de componentes Delphi también lo usa de maneras no relacionadas con la programación OLE.

**Los variantes no tienen tipo**

En general, se pueden usar variantes para almacenar cualquier tipo de datos y realizar numerosas operaciones y conversiones de tipo. No pase por alto que esto contradice el estilo general del lenguaje Pascal y los buenos hábitos de programación. Los variantes son comprobados y computados durante la ejecución, no durante la compilación. El compilador no le advertirá de posibles errores en el código, que pueden ser descubiertos sólo probándolo un buen número de veces. Normalmente, se puede considerar que las porciones de código que usan variantes son *código interpretado* porque, como en tal código, muchas operaciones no pueden ser realizadas hasta la ejecución del programa. Esto afecta especialmente a la velocidad del mismo.

Ahora que les he advertido contra el uso del tipo Variant, es hora de echarle un vistazo a qué se puede hacer con él. Básicamente, una vez que ha declarado una variable variante como la siguiente ...

**var**

V: Variant;

... puede asignarle valores de distintos tipos :

V := 10;

V := *'Hello, World'*;

V := 45.55;

Una vez que tenga el valor variante, puede copiarlo a cualquier tipo de datos - ya sea compatible o no. Si asigna un valor a un tipo de datos incompatible, Delphi realiza una conversión, si puede. Si no puede, muestra un error de ejecución. De hecho, un variante almacena la información de tipo junto a los datos, permitiendo cierto número de operaciones de ejecución. Estas operaciones pueden resultarle fáciles de manejar, pero son tanto lentas como inseguras.

Considere el siguiente ejemplo (llamado VariTest), que es una extensión del código que aparece arriba. Coloqué tres cajas de edición en un formulario nuevo, añadí unos cuantos botones, y escribí el siguiente código para el evento OnClick del primer botón:

**procedure** TForm1.Button1Click(Sender: TObject);

**var**

V: Variant;

**begin**

V := 10;

Edit1.Text := V;

V := *'Hello, World'*;

Edit2.Text := V;

V := 45.55;

Edit3.Text := V;

**end**;

Es divertido, ¿no? Aparte de asignar un variante que contiene una cadena a la propiedad Text de un componente de edición, puede asignarle al Text un variante que contenga un entero o un número de coma flotante. Como puede ver en la Figura 10.1, funciona bien.

***Figura 10.1: La salida del ejemplo VariTest después de pulsar el botón Assign.***
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Aún peor, se pueden usar variantes para calcular valores, como puede verse en el código correspondiente al segundo botón:

**procedure** TForm1.Button2Click(Sender: TObject);

**var**

V: Variant;

N: Integer;

**begin**

V := Edit1.Text;

N := Integer(V) \* 2;

V := N;

Edit1.Text := V;

**end**;

Es arriesgado escribir este tipo de código - y esto es decir poco. Si la primera casilla de edición contiene un número, todo va bien. Si no, se produce una *excepción*. En fin, puede escribirse código de este tipo, pero no se lo aconsejo, a no ser que tenga una imperiosa razón para hacerlo. Mejor, cíñase a los tipos de datos tradicionales de Pascal y a la posibilidad de comprobación de código durante la compilación. En Delphi en la VCL (Visual Component Library), normalmente los variantes son usados sólo para proporcionar compatibilidad OLE y para acceder a campos en una base de datos.

**Estudio en profundidad de los variantes**

Delphi incluye un tipo de registro variante, TVarData, que tiene la misma distribución de memoria que el tipo Variant. Puede usarse para averiguar cuál es el auténtico tipo de un variante dado. La estructura TVarData incluye al tipo del variante, indicado por *VType*, algunos campos de reserva, y el valor auténtico.

Los valores posibles del campo VType se corresponden con los tipos de datos que pueden usarse en la automatización OLE, que, a menudo, son tipos OLE o tipos variantes. He aquí una lista alfabética completa de los tipos de variante disponibles:

* varArray
* varBoolean
* varByRef
* varCurrency
* varDate
* varDispatch
* varDouble
* varEmpty
* varError
* varInteger
* varNull
* varOleStr
* varSingle
* varSmallint
* varString
* varTypeMask
* varUnknown
* varVariant

Encontrará descripciones de estos tipos en el apartado "Values in variants", en la ayuda de Delphi.

Hay también muchas funciones que permiten operar sobre variantes, que puede utilizar para hacer conversiones de tipos específicas, o para pedir información sobre el tipo de un variante (tome como ejemplo la función VarType mencionada). La mayoría de estas funciones de conversión de tipo y asignación son, en realidad, llamadas automáticamente cuando se escribe expresiones usando variantes. Otras rutinas de apoyo a variantes operan, en verdad, en vectores variantes (véase el apartado "Variant support routines" en la ayuda de Delphi).

**Los variantes son leeeentos**

El código en que se hace uso del tipo Variant es lento, no sólo al convertir tipos de datos, sino también cuando se añaden dos valores de variante que contienen un entero, cada uno. ¡ Son casi tan lentos como el código interpretado de VisualBasic ! Para comparar la velocidad de un algoritmo basado en variantes con uno que, teniendo el mismo código, está basado en enteros, examine el ejemplo VSpeed.

Este programa ejecuta un bucle, contando su velocidad y mostrando el estado en una barra de progreso. Aquí está el primero de los dos bucles, muy similares, basado en enteros y variantes respectivamente :

**procedure** TForm1.Button1Click(Sender: TObject);

**var**

time1, time2: TDateTime;

n1, n2: Variant;

**begin**

time1 := Now;

n1 := 0;

n2 := 0;

ProgressBar1.Position := 0;

**while** n1 < 5000000 **do**

**begin**

n2 := n2 + n1;

Inc (n1);

**if** (n1 **mod** 50000) = 0 **then**

**begin**

ProgressBar1.Position := n1 **div** 50000;

Application.ProcessMessages;

**end**;

**end**;

*// we must use the result*

Total := n2;

time2 := Now;

Label1.Caption := FormatDateTime (

*'n:ss'*, Time2-Time1) + *' seconds'*;

**end**;

Merece la pena examinar el código de temporización, porque es algo que se puede adaptar fácilmente a cualquier prueba de rendimiento. Como se ve, el programa usa la función Now para averiguar la hora actual, y la función FormatDateTime para dar el tiempo transcurrido, pidiendo sólo los minutos ("n") y los segundos ("ss") en la cadena de formato. Puede usar en vez de esto la función *GetTickCount* del API de Windows, que devuelve una medida muy precisa de los milisegundos transcurridos desde que se inició el sistema operativo.

En este ejemplo la diferencia de velocidad es, de hecho, tan grande, que lo notará aun sin calcularlo sin precisión. De cualquier modo, puede ver los resultados de mi propia computadora en la Figura 10.2. En la práctica, los valores dependerán de la máquina en que ejecute el programa, pero la proporción no cambiará mucho.

***Figura 10.2: Las velocidades respectivas de un mismo algoritmo, en sus versiones en enteros y variantes (el tiempo requerido, en realidad, depende de cada computadora), ejemplificado por VSpeed.***
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**Conclusión**

Los variantes son tan diferentes de los tipos de datos tradicionales de Pascal, que he decidido hablar de ellos en este breve capítulo aparte. Aunque su papel se restringe a la programación OLE, pueden ser útiles para escribir programas de forma rápida y chapucera, sin tener que plantearse nada sobre tipos de datos. Como hemos visto, esto afecta de lleno al rendimiento.

Ahora que hemos cubierto la mayor parte de las características del lenguaje Delphi, pasaremos a comentar la estructura general de un programa y la posibilidad de modularización que nos ofrecen las unidades.

**Capítulo siguiente:** [**Programas y unidades**](http://www.marcocantu.com/epascal/Spanish/ch11unit.htm)
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Las aplicaciones escritas en Delphi hacen un uso intensivo de unidades, o módulos de programa. De hecho, las unidades fueron la base de la modularidad del lenguaje antes de que se introdujeran las clases. En una aplicación Delphi, cada formulario viene respaldado por su unidad correspondiente. Cuando se añade un nuevo formulario a un proyecto (con el botón de herramienta correspondiente o el comando de menú Archivo > Nuevo formulario...), en realidad, Delphi añade una nueva unidad, que define la clase para el nuevo formulario.

**Unidades**

Aunque cada formulario se define mediante una unidad, el recíproco no es cierto. Las unidades no tienen por qué definir formularios. Pueden, simplemente, definir y hacer disponible una colección de rutinas. Seleccionando el comando Archivo > Nuevo y luego el icono Unit en la página New del Object Repository, se añade una unidad en blanco al proyecto actual. Esta unidad en blanco contiene el siguiente código, delimitando las secciones en que se divide una unidad :

**unit** Unit1;

**interface**

**implementation**

**end**.

El concepto de unidad es sencillo. Una unidad tiene un único nombre, que corresponde a su nombre de archivo, una sección de interfaz que declara qué es visible a otras unidades, y una sección de implementación con el código auténtico y otras declaraciones ocultas. Finalmente, la unidad puede tener una sección de inicialización opcional con cierta porción de código de inicio, que se ejecuta cuando el programa se carga en la memoria; también puede tener una sección de finalización, opcional, que se ejecutaría al terminar el programa.

La estructura general de una unidad, con todas sus secciones posibles, es la siguiente:

**unit** unitName;

**interface**

*// otras unidades a que necesitamos referirnos*

**uses**

A, B, C;

*// definición del tipo exportado*

**type**

newType = TypeDefinition;

*// constantes exportadas*

**const**

Zero = 0;

*// variables globales*

**var**

Total: Integer;

*// lista de funciones y procedimientos exportados*

**procedure** MyProc;

**implementation**

**uses**

D, E;

*// variable global oculta*

**var**

PartialTotal: Integer;

*// todas las funciones exportadas deben ser codificadas*

**procedure** MyProc;

**begin**

*// ... código del procedimiento MyProc*

**end**;

**initialization**

*// parte de inicialización, opcional*

**finalization**

*// código de limpieza, opcional*

**end**.

La cláusula *uses*, al principio de la sección de interfaz, indica a qué otras unidades tenemos que acceder en la porción de interfaz de la unidad. Esto incluye las unidades que definen los tipos de datos a que nos referimos en la definición de otros tipos de datos, como las componentes dentro de un formulario que estemos definiendo.

La segunda cláusula *uses*, al principio de la sección de implementación, indica otras unidades, a que necesitamos acceder sólo en el código de implementación. Cuando necesite referirse a otras unidades del código de las rutinas y métodos, deberá añadir elementos en esta segunda cláusula *uses*, en vez de hacerlo en la primera. Todas las unidades a que se refiera deben estar presentes en el directorio del proyecto o un directorio de la ruta de búsqueda (puede establecer la ruta de búsqueda de un proyecto en la página Directories/Conditionals del cuadro de diálogo Options del proyecto).

Los programadores en C++ deberán tener en cuenta que la instrucción *uses* no se corresponde con una directiva *include*. El efecto de una instrucción *uses* es importar sólo la porción de interfaz precompilada de las unidades listadas. La porción de implementación de la unidad se considera sólo cuando tal unidad se compila. Las unidades a que se refiera pueden estar tanto en formato de código fuente (PAS) o formato compilado (DCU), pero la compilación tiene que haber tenido lugar en la misma versión de Delphi.

El interfaz de una unidad puede declarar bastantes elementos diferentes, incluyendo procedimientos, funciones, variables globales y tipos de datos. En las aplicaciones Delphi, los tipos de datos son los que, probablemente, se utilicen más a menudo. Delphi automáticamente sitúa un tipode datos de clase nueva en una unidad cada vez que usted cree un formulario. De cualquier modo, contener definiciones de formulario no es la única finalidad de las unidades en Delphi.

Puede seguir utilizando unidades convencionales, con funciones y procedimientos, y puede hacer uso de unidades con clases que no se refieran a formularios u otros elementos visuales.

**Unidades y accesibilidad**

En Pascal, las unidades son la clave para el encapsulamiento y la accesibilidad, y son, probablemente, aún más importantes que las palabras claves privadas y públicas de una clase. (De hecho, como veremos en el capítulo 12 <en preparación>, el efecto de la palabra clave privada está relacionada con la visibilidad de la unidad que contiene la clase.) La visibilidad de un identificador (p.ej. una variable, un procedimiento, una función o un tipo de datos) es la porción del código en que el identificador es accesible. La regla básica es que un identificador tiene sentido sólo donde es visible — esto es, sólo dentro del bloque en que fue declarada. No se puede usar un identificador fuera de donde es visible. He aquí algunos ejemplos.

* Variables locales: Si se declara una variable dentro del bloque que define una rutina o un método, no se puede usar esta variable fuera de ese procedimiento. El campo de acción del identificador abarca todo el procedimiento, incluyendo rutinas anidadas (a no ser que un identificador definido en la rutina anidada anule una definición externa con el mismo nombre). La memoria para esta variable se almacena en la pila cuando el programa se ejecuta la rutina que lo define. Tan pronto como finalice la ejecución de la rutina, la memoria en la pila se libera automáticamente.
* Variables globales ocultas: Si se declara un identificador en la porción de implementación de una unidad, no se puede usar aquella fuera de la unidad, pero se puede usar en cualquier bloque y procedimiento definido dentro de la unidad. La memoria para esta variable se adjudica tan pronto como comienza el programa, y se mantiene mientras no finalice. Se puede utilizar la sección de inicialización de la unidad para dar un valor inicial específico.
* Variables globales: si declara un identificador en la porción de la interfaz de la unidad, su campo de acción se extiende a cualquier otra unidad que utilice la unidad en que se declara. Tal variable ocupa memoria y tiene la misma vigencia que una del tipo anterior; la única diferencia es su visibilidad.

Cualquier declaración en la porción de interfaz de una unidad es accesible desde cualquier parte del programa que incluya la unidad en la cláusula *uses*. Las variables de clases de formulario se declaran del mismo modo, de tal forma que se podrá referir a un formulario (y a sus campos públicos, métodos, propiedades y componentes) desde el código de cualquier otro formulario. Por supuesto, es un hábito de programación poco recomendable declarar todo como global. Aparte de los problemas de ocupación de memoria obvios, usar variables globales hace que el mantenimiento y la actualización del programa sean más difíciles. En resumen, será mejor que use el menor número posible de variables globales.

**Unidades como *Namespaces***

La instrucción *uses* es la técnica habitual para acceder el marco de vigencia de otra unidad. Con ella podrá acceder a las definiciones de la unidad. Pero podría ocurrir que dos unidades a que se refiere declaren el mismo identificador; esto es, podría encontrarse con dos clases o dos rutinas con el mismo nombre.

En este caso puede, simplemente, usar el nombre de unidad como prefijo del nombre del tipo o rutina definida en aquella. Por ejemplo, puede referirse al procedimiento *ComputeTotal* definido en la unidad *Totals* dada como *Totals.ComputeTotal*. Esto no será necesario muy a menudo, a no ser que incurra en el error de dar el mismo nombre a dos cosad distintas en un programa.

De cualquier manera, si echa un vistazo a la biblioteca VCL y los archivos de Windows, encontrará que algunas funciones Delphi tienen el mismo nombre (pero, en general, distintos parámetros) que ciertas funciones API de Windows disponibles en el mismo Delphi. Un ejemplo es el sencillo procedimiento *Beep*.

Cree un nuevo programa en Delphi, añada un botón y escriba el siguiente código:

**procedure** TForm1.Button1Click(Sender: TObject);

**begin**

Beep;

**end**;

Entonces, tan pronto como pulse el botón oirá un breve sonido. Ahora, pase a la instrucción uses de la unidad y modifique ligeramente el aspecto actual del código ...

**uses**

Windows, Messages, SysUtils, Classes, ...

... situando la unidad *SysUtils* antes de la unidad *Windows* :

**uses**

SysUtils, Windows, Messages, Classes, ...

Si, ahora, intenta recompilar este código, dará con un error de compilación: "Not enough actual parameters." (No hay suficientes parámentros actuales). El problema consiste en que la unidad Window define otra función Beep con dos parámetros. Dicho de forma más general, lo que ocurre en las definiciones de las primeras unidades se podría ocultar con definiciones correspondientes en unidades posteriores. La solución segura es, de hecho, bastante simple :

**procedure** TForm1.Button1Click(Sender: TObject);

**begin**

SysUtils.Beep;

**end**;

Este código se compilará independientemente del orden de las unidades en las instrucciones *uses*. Aparte de estos, son pocos los conflictos de nombre que aparecen en Delphi, sencillamente porque el código de Delphi está, en general, contenido en métodos de clases. Tener dos métodos con el mismo nombre en clases distintas no crea ningún problema. Los problemas aparecen sólo con las rutinas globales.

**Unidades y programas**

Una aplicación Delphi consiste en dos tipos de archivo de código fuente: una o más unidades y un archivo de programa. Las unidades se pueden considerar archivos secundarios, a que se puede referir con la parte principal de la aplicación, el programa. En teoría, esto es cierto. En la práctica, el archivo de programa es, habitualmente, un archivo generado de forma automática, y tiene un papel limitado. Sólo tiene que iniciar el programa, ejecutando el formulario principal. El código del archivo de programa, o *Delphi project file* (DPR) puede ser editado tanto manualmente como usando el Project Manager y alguna de las opciones de proyecto relacionadas con el objeto de la aplicación y los formularios.

La estructura del archivode programa es normalmente mucho más sencilla que la estructura de las unidades. He aquí el código fuente de un archivo de programa que nos sirve de ejemplo :

**program** Project1;

**uses**

Forms,

Unit1 **in** *‘Unit1.PAS’ {Form1DateForm}*;

**begin**

Application.Initialize;

Application.CreateForm (TForm1, Form1);

Application.Run;

**end**.

Como se ve, sólo aparece una sección *uses* y el código principal de la aplicación, encerrada por las palabras clave *begin* y *end*. La instrucción uses del programa es especialmente importante, porque se usa para administrar la compilación y el enlazamiento de la aplicación.

**Conclusión**

Al menos por el momento, este capítulo sobre la estructura de una aplicación Pascal escrita en Delphi o en una de las últimas versiones de Turbo Pascal, es el último del libro. Puede usted enviarme correo electrónico con sus comentarios y peticiones.

Si después de esta introducción al lenguaje Pascal quiere sumergirse en los elementos orientados a objeto del Object Pascal de Delphi, puede consultar mi libro ***Mastering Delphi 5*** (Sybex, 1999) [N. del T.: La traducción al español de *Mastering Delphi 4* está disponible bajo el título *Delphi 4*]. Para más información sobre estos y otros libros avanzados escritos por mí (y otros autores) puede consultar mi sitio en la Red, [**www.marcocantu.com**](http://www.marcocantu.com/). El mismo sitio mantiene versiones actualizadas de este libro y de los ejemplos de código que aparecen en él.
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© Copyright Marco Cantù, Wintech Italia Srl 1995-99  
© Copyright de la traducción, Rafael Barranco-Droege, 2000  
[El traductor agradecerá cualquier comentario o crítica dirigidos a: b-d *seguido de* @bigfoot.com]